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Abstract
Application composition refers to the creation of applications by using Web Services and resources such as mobile devices, displays, and various augmented everyday objects as building blocks. This approach is especially useful for ubiquitous applications which focus on supporting users' needs and everyday activities. This thesis proposes to compose these applications by choosing the appropriate set of resources and services and their configuration as dictated by the users themselves, together with their needs and other contexts.

This thesis studies automated and interactive application composition. The first approach enables the system to act upon users' needs and intentions, while the second enables users themselves to specify their needs and achieve their goals. The research was carried out by designing, implementing and evaluating eight prototypes for automated and interactive application composition. The evaluation methods used included performance analysis and user experiments.

The main results include (1) the design and implementation of automated composition mechanisms which rely on evolutionary computing and genetic algorithms, (2) a detailed performance analysis of these mechanisms using synthesized datasets and in a real networking environment; (3) the design and implementation of interactive application composition prototypes which rely on graphical and physical (i.e. touch-based) user interfaces for mobile devices and utilize various contexts; (4) an evaluation of these prototypes in a series of user experiments. The evaluation studied the following issues: users' attitudes towards an automated composition system which makes decisions on their behalf; users' attitudes towards a context-aware composition interface; and the issue of balancing user control and system autonomy.
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Tiivistelmä

Sovellusten kokoamisella tarkoitetaan sovellusten luomista käyttäen rakennuselementteinä Web Services -ohjelmistojärjestelmää, sekä muita resurseja, kuten mobiililaitteita, näyttölaitteita ja monenlaisia lisävarustelujen tavanomaisia esineitä. Tämä menetelmä on erityisen käyttökelpoinen sellaisen jokapaikan tietoteknisten sovellusten luomisessa, joiden tarkoitus on tukea käyttäjän tarpeita ja päivittäisiä toimia. Tutkimuksessa esitetään, että sellaisia sovelluksia voidaan koota valitsemalla sopivia palvelu- ja resurssipaketteja sekä niiden konfiguraation käyttäjien vaatimusten mukaan, ottaen huomioon heidän tarpeensa sekä muut kontekstit.

Tässä väitöskirjassa tutkitaan automatisoituja ja vuorovaikutteisia kokoamisia. Automatisointi mahdollistaa sen, että järjestelmä toimii käyttäjän tarpeiden ja päämäärien mukaisesti, kun taas vuorovaikutteisuuden ansiosta käyttäjä voi määrittää tarpeensa ja määrittelee näin haluamaansa lopputuloksen. Tutkimus toteutettiin suunnittelemalla, toteuttamalla ja arvioimalla kahta automatisoidua ja vuorovaikutteista sovellusta kokoamista.

Arviointitodisteina käytettiin suorituskykyanalyysia, käyttäjäkokeita

Tutkimuksen tärkeimmät tulokset ovat (1) evoluutiolaskentaan ja geneettisiin algoritmeihin perustuvien automatisoijen kokoamismekanismien suunnittelu ja toteutus; (2) näiden mekanismin yksityiskohtainen suorituskykyanalyysi syntetisoitujen tietoaineistojen ja todellisten verkon ympäristöjen avulla; (3) graafisille ja fyysisille (l. kosketus) mobiililaitteiden käyttöliittymille perustuvien ja monenlaisia konteksteja hyödynnettävien vuorovaikutteisten kokoamissovellusten prototyyppien suunnittelu ja toteutus; (4) prototyyppien arviointi erilaisiin käyttäjäkokeisiin. Arvioinnissa tutkittiin käyttäjien asenteita käyttää puolesta päätöksiä tekevää automatisoituja kokoamisjärjestelmiä kohtaan, käyttäjien asenteita kontekstitietoista kokoamiskäyttöliittymää kohtaan, sekä käyttäjille jäävän kontrollin ja järjestelmän autonomian välistä tasapainoa.
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<table>
<thead>
<tr>
<th>Abbreviation</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>AI</td>
<td>Artificial Intelligence</td>
</tr>
<tr>
<td>AIRES</td>
<td>Automatic Integration of Reusable Embedded Software</td>
</tr>
<tr>
<td>ANSO</td>
<td>Autonomic Networks for Small Office/home office users</td>
</tr>
<tr>
<td>BPEL</td>
<td>Business Process Execution Language</td>
</tr>
<tr>
<td>BRITE</td>
<td>Boston University Representative Internet Topology Generator</td>
</tr>
<tr>
<td>CADEAU</td>
<td>Collecting and Delivering Multimedia Content in Ubiquitous Environments</td>
</tr>
<tr>
<td>CANS</td>
<td>Composable, Adaptive Network Services</td>
</tr>
<tr>
<td>CAPNET</td>
<td>Context-Aware Pervasive Networking</td>
</tr>
<tr>
<td>COCOA</td>
<td>Conversation-based Service Composition in Pervasive Computing Environments</td>
</tr>
<tr>
<td>CC/PP</td>
<td>Composite Capabilities/Preference Profile</td>
</tr>
<tr>
<td>EA</td>
<td>Evolutionary Algorithm</td>
</tr>
<tr>
<td>GA</td>
<td>Genetic Algorithm</td>
</tr>
<tr>
<td>GUI</td>
<td>Graphical User Interface</td>
</tr>
<tr>
<td>HTTP</td>
<td>Hypertext Transfer Protocol</td>
</tr>
<tr>
<td>I/O</td>
<td>Input/Output</td>
</tr>
<tr>
<td>MEDUSA</td>
<td>Middleware for End-User Composition of Ubiquitous Applications</td>
</tr>
<tr>
<td>MGA</td>
<td>Micro-Genetic Algorithm</td>
</tr>
<tr>
<td>MUSIC</td>
<td>Self-Adapting Applications for Mobile Users In Ubiquitous Computing Environments</td>
</tr>
<tr>
<td>NFC</td>
<td>Near Field Communication</td>
</tr>
<tr>
<td>OWL-S</td>
<td>Ontology Web Language for Services</td>
</tr>
<tr>
<td>PalpCom</td>
<td>Palpable Computing Project</td>
</tr>
<tr>
<td>PC</td>
<td>Personal Computer</td>
</tr>
<tr>
<td>PICO</td>
<td>Pervasive Information Community Organization</td>
</tr>
<tr>
<td>PiP</td>
<td>Pervasive Interactive Programming</td>
</tr>
<tr>
<td>PSC</td>
<td>Pervasive Service Computing</td>
</tr>
<tr>
<td>QoS</td>
<td>Quality of Service</td>
</tr>
<tr>
<td>REACHeS</td>
<td>Remotely Enabling and Controlling Heterogeneous Services</td>
</tr>
<tr>
<td>RFID</td>
<td>Radio-Frequency Identification</td>
</tr>
<tr>
<td>Acronym</td>
<td>Description</td>
</tr>
<tr>
<td>---------</td>
<td>-------------</td>
</tr>
<tr>
<td>SEA</td>
<td>Straightforward Evolutionary Algorithm</td>
</tr>
<tr>
<td>SOAP</td>
<td>Simple Object Access Protocol</td>
</tr>
<tr>
<td>STEER</td>
<td>Semantic Task Execution Editor</td>
</tr>
<tr>
<td>UI</td>
<td>User Interface</td>
</tr>
<tr>
<td>UML</td>
<td>Unified Modeling Language</td>
</tr>
<tr>
<td>URL</td>
<td>Uniform Resource Locator</td>
</tr>
<tr>
<td>WSBPEL</td>
<td>Web Services Business Process Execution Language</td>
</tr>
<tr>
<td>WSCL</td>
<td>Web Services Conversation Language</td>
</tr>
<tr>
<td>WSDL</td>
<td>Web Service Definition Language</td>
</tr>
<tr>
<td>XML</td>
<td>Extensible Markup Language</td>
</tr>
</tbody>
</table>
Glossary of terms

*Application Composition* is an approach to create ubiquitous applications by composing
the appropriate set of services and their configuration as dictated by users, their
needs, the situation and other contexts. The result is an application which may
consist of one or multiple services

*Automated Composition* is an approach to construct ubiquitous applications using an
automated composition mechanism

*Composition Mechanism* is an intelligent mechanism capable of acting and making
decisions according to users’ activities and needs. A composition mechanism may
rely on some existing heuristic or planning algorithm

*Composition Process* is a continuous process which manages the life-cycle of applica-
tions from their initialization to the execution and termination

*Context* is an aggregation of relevant information such as a user’s location, his/her
preferences and the situation in the environment

*Interactive Composition* is an approach to construct applications by employing user
control which users exercise through appropriate tools and user interfaces

*Interaction Method* is a user interface to control application composition that may
optionally rely on some composition mechanism

*Service* is a set of capabilities of a physical resource (e.g., a computation, storage, or
I/O device) that can be accessed through some software interface

*Ubiquitous Application* is an application which can be dynamically linked to multiple
resources providing services and human-computer interaction capabilities for
users
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1 Introduction

1.1 Background

The origin of software composition research can be traced back to 1969, when Douglas McIlroy coined the term ‘software component’ and proposed the concept of ‘coupling programs like a garden hose - screw in another segment when it becomes necessary’ in his landmark paper that motivated the whole software engineering discipline [1]. Nowadays, software composition is a widely used software engineering method for constructing and maintaining complex software structures using small software parts as building blocks. These parts are accessible runtime units of software, such as components, services, or some objects. Software composition research emphasizes the following three principles: i) reducing the complexity of the design and construction of software systems, ii) reusing software parts as much as possible, and, iii) combining these parts in many different ways to meet the requirements imposed, among others, by software developers, users and the environment.

Recently, software composition research has resurfaced with the emergence of ubiquitous computing. As the founder of this research field, Mark Weiser, described in his pioneering work [2]; ubiquitous environments are future worlds consisting of a number of different resources which integrate into human activities and support users’ everyday lives. These environments enable ubiquitous applications which are dynamically linked to multiple resources providing services and human-computer interaction possibilities for users. In this context, a service can be defined as the capabilities of a resource (e.g., a computation, storage, or I/O device) that can be accessed through some software interface.

This thesis focuses on application composition to emphasize that the result of software composition has a user interface and is designed to help users to perform some task. This approach is specifically useful for creating ubiquitous applications as it proposes constructing applications by composing the appropriate set of resources and services and their configuration as dictated by the users, their needs, the situation and other contexts.

The application composition approach brings a number of benefits to ubiquitous environments. First, by composing services across multiple resources, a collection
of resources may be able to provide a seamless application functionality that would otherwise not be available. For example, a group of resource-limited devices can share their individual capabilities within the network and provide so-called virtual device functionality [3]. Other devices can combine and use these shared capabilities as part of a virtual device in order to extend their physical capabilities (e.g. lack of memory or sensors) or for the benefit of users. Second, application composition can be used to build multimodal user interfaces by combining and controlling inputs and outputs from multiple resources. For example, [4] uses this approach to enable rapid prototype development of applications integrating various interaction technologies (object identification, finger localization, tracking, etc). In addition, application composition allows ubiquitous applications to be developed that can dynamically adapt according to changes in the environment. For example, an application may need to recompose the set of services to achieve fault-tolerance [5] or to achieve late binding, which means making use of some services that are only available at runtime [6].

However, the main motivation for using application composition in ubiquitous computing is the requirement to support users’ needs and activities. Users are essentially the focus of any ubiquitous system which always shapes the computation around what users need and how their needs can be supported. Application composition promises to meet users’ needs by choosing the appropriate set of services and their configuration which create the application as required by the users. At a coarse grain, this requirement targets the issues related to the functionality of the application, quality of service (QoS), and context. The application functionality may serve multiple purposes for users including learning, home and office automation, task facilitation and pleasure, play and fun. Quality of service may serve as a measure of user satisfaction or as a quantitative characteristic that denotes performance and other application properties. Context refers to an aggregation of relevant information such as a user’s location, his/her preferences and the situation in the environment [7]. The ability to support users’ needs and activities is also reflected in application composition approaches used in ubiquitous computing. The research presented in this thesis is also motivated by this goal.

This research is multidisciplinary, and falls at the intersection of several established disciplines including software engineering, computer science, usability and human-computer interaction. The thesis combines methods and scientific practices of these disciplines in order to better suit the research problem and study application composition from different angles. Particularly, two topics are studied: automated and interactive application composition. Although the topics are closely related to each other, they are
addressed using different approaches. Automated application composition addresses computer science and software engineering, while interactive application composition targets human-computer interaction, usability and software engineering. The scientific practices and the methodology used are described further in Section 1.5.

1.2 Research scope, thesis statement and research objectives

As envisioned by Mark Weiser [2], a ubiquitous environment contains three essential elements: multiple resources providing various services, multiple applications utilizing these services, and multiple users interacting with these applications. The applications can be used by one or multiple users at a time, and each application can utilize one or many services simultaneously. Users interact with the applications by means of user interfaces. In contrast, the services interact (i.e. exchange information) with each other and with the applications by means of software interfaces.

A ubiquitous environment is naturally dynamic, as its users and some of the resources are mobile. The resources’ properties (e.g. availability and load) are variable, as are the users’ preferences and needs - which further complicates the matter. Evidently, application composition has to be dynamic in order to react to all these changes over time. Assuming that the environment provides a large number of resources, it might be appropriate to choose different sets of resources even to compose the same application at different times. Indeed, the characteristics of the resulting application mainly depend on the properties of the chosen resource set. Moreover, the application might need to be recomposed in order to react to changes that occur during application usage. In this setting, the high-level research problem for application composition can be specified as follows: How can one choose a set of resources, and their configuration, that supports a user’s needs, and takes into account his/her preferences and the situation in the ubiquitous environment?

Theoretical aspects. This research problem requires the creation of a composition mechanism capable of finding the set of resources and their configuration that implement the application according to the multiple constraints and criteria specified by the users, software developers and characteristics of the environment. We consider that a composition mechanism has to be efficient, robust, accurate and scalable. An efficient mechanism consumes as little computational, memory and other resources as possible.
A robust mechanism guarantees to find a solution, if one exists, within a specified time period. An accurate composition mechanism finds solutions of high quality. A scalable composition mechanism demonstrates its suitability when operating with large problems.

A composition mechanism requires the creation of a model describing users, applications and resources in the environment. This model provides a foundation for the composition mechanism which uses the model’s elements to build applications. We consider that the application composition model should essentially be extensible, formal and generic. An extensible model allows the easy addition of new concepts. A formal model enables state-of-the-art heuristics and optimization schemes to be applied. A generic model implies the ability to describe various application domains.

Practical aspects. As the requirement for any ubiquitous computing system is to be user-centric, the role of the user is also emphasized in this work. This research targets the following user-centric issues: the balance between the system’s autonomy and user control in a composition mechanism, the user interface design, the utilization of context and the user experience. Moreover, in order to verify the system in a real world setting, this research introduces a further requirement: completeness, which is to say that the application composition system has to be a fully implemented solution. Therefore, the practical aspect of this research is centered around designing and implementing a system that uses the aforementioned model and composition mechanism, and resolves multiple research and engineering issues related to the implementation of application composition in a real-world setting.

These theoretical and practical aspects can be summarized in the thesis statement: Providing a system which enables composing ubiquitous applications in a real-world setting.

Hence, the first objective of this research is the construction of an application composition mechanism which has to be evaluated for efficiency, accuracy, robustness and scalability. The second objective is the construction of a fully functioning system prototype that provides appropriate user interfaces to enable user control for application composition, and the evaluation of this prototype in a series of user experiments.
1.3 Scientific contributions and the author’s role

This thesis contains eight publications. The author of this thesis is the main author of all the publications, except for Publication IV. The prototypes of algorithms and systems described in these publications were built in close collaboration with a number of researchers. The scientific contribution of the individual articles, the roles of the author and the other researchers in each article are as follows.

Publication I introduces the graph-based model to represent formally application composition, and contributes to the design, implementation and performance analysis of the application composition mechanism based on the straightforward evolutionary algorithm (SEA). The idea for the paper was developed by the author of this thesis. The SEA algorithm is compared empirically with a greedy algorithm. The design of the evolutionary and greedy algorithms and models was undertaken by the author of the thesis. The implementation of the algorithms and the collection of data was performed by the author of this thesis together with Josu Ceberio. The analysis of the collected measurements was performed by the author of this thesis alone.

Publication II presents the design, implementation and performance analysis of the application composition mechanism which was based on the micro-genetic algorithm (MGA). The idea for the publication was developed by the author of this thesis. The MGA algorithm was compared empirically with the algorithm presented in Publication I. The task of designing the MGA was performed together by the author of this thesis and István Selek. The implementation of the algorithm and the data collection tasks were accomplished by Josu Ceberio. The task of analyzing the collected measurements was performed by the author of this thesis alone.

Publication III introduces the generic graph-based model for application composition, and sets out the design, implementation and performance analysis of two composition mechanisms. The idea for this publication was developed by the author of this thesis. The introduced mechanisms were the genetic and the evolutionary optimization algorithms which relied on the three-phase evaluation schema and used a customizable optimization criteria. The algorithms and the model were generic, i.e. were capable of describing different application domains. In addition, new concepts could be added to the model without redesigning the algorithms. The task of designing these algorithms was jointly accomplished by the author of the thesis and István Selek. The implementation of the algorithms was a shared task between István Selek and Jon Imanol Durán. The data was collected by Jon Imanol Durán. The author of this thesis
organized a series of experiments and was responsible for analyzing the collected data.

Publication IV describes the detailed performance analysis of the application composition mechanisms (presented in Publication III) working in two setups: as a standalone tool on synthesized datasets, and with a multimedia application when integrated as part of the REACHeS infrastructure. The idea for the paper was created together by the author of this thesis and Iván Sánchez. The solution, which integrates the application allocation with the REACHeS infrastructure, was designed together by the author of this thesis and Iván Sánchez. The solution was implemented by Jon Imanol Durán. The thesis author participated in collecting the measurements and analyzing the bottlenecks introduced by integrating the algorithm with the REACHeS infrastructure.

Publication V presents the system prototype which uses the genetic algorithm (presented in Publication III) to compose a multimedia application. The prototype and the application were fully implemented and were evaluated in a user experience study which involved 10 test subjects. This publication reports the study of user attitudes to an automated composition system making decisions on the user’s behalf. The concept of the prototype was developed jointly by the author of this thesis, Iván Sánchez and Jon Imanol Durán. The prototype was implemented by Iván Sánchez and Jon Imanol Durán. The thesis author organized the user evaluation experiment, collected data through interviews and questionnaires, and analyzed and interpreted this data. The idea for this publication was developed by the author of this thesis.

Publication VI introduces an architecture, a system prototype and three interaction methods for application composition. Two of these interaction methods used the application composition mechanism presented in Publication III. This publication reports the comparison of the interaction methods in a large-scale user experience study which involved 30 test subjects. This study identified the factors and the contexts which affected the decisions of users to rely on the interaction methods. The publication also presents the study of finding a balance between user control and autonomy for the application composition system, using a smart newspaper application as an example. The idea for the prototype and the publication was created by the author of this thesis and Iván Sánchez, working together. The author of this thesis participated in the design of the interaction methods. The system prototype and the demo application were implemented jointly by Jon Imanol Durán, Iván Sánchez and Marta Cortés. The user evaluation experiments were organized and conducted jointly by the author of this thesis and Iván Sánchez. The author of this thesis carried out alone the tasks of analyzing and interpreting the data collected during the user experiments.
Publication VII sets out the design, implementation and evaluation of a system prototype for context-aware application composition. The prototype was fully implemented and evaluated with a learning application in a user experience study, which involved 21 test subjects. This publication reports a study of how various context data can be utilized to compose applications. This study also analyzes user attitudes towards a context-aware composition interface. The idea for the publication, the prototype and the demo application were created by the author of this thesis, who later also designed the user interfaces of the prototype and the application. The graphical icon design for mobile devices, and the graphical design of elements of the desktop application were drawn up by Mikko Pyykkönen. The system prototype and the demo application were implemented by Jussi Mäkipelto. The reasoner component was designed and implemented by Ekaterina Gilman. Iván Sánchez designed the REACHeS infrastructure used in this prototype. The author of the thesis was responsible for organizing and conducting the user evaluation experiment, collecting data through interviews and questionnaires, and analyzing and interpreting the results.

Publication VIII reports the design and evaluation of the middleware for end-user application composition (MEDUSA). The publication presents a user experience and feasibility study of a physical interface for end-user application composition. The idea for the publication was developed by the author of this thesis. The author accomplished the work alone, from the concept to the design, and conducted the user evaluation experiment. Dr. Nikolaos Georganatas and Professors Valérie Issarny and Jukka Riekki contributed valuable ideas for the middleware and suggestions for improving the manuscript.

Professor Jukka Riekki supervised the research presented in all the above mentioned publications, and advised the author of this thesis regarding the analysis of results, drawing conclusions and outlines of these publications. Nikolaos Georganatas and Professor Valérie Issarny supervised the research work for Publication VIII during the author’s research visit to INRIA Paris-Rocquencourt.

1.4 Research history

The research presented in this thesis was carried out in the Context-Aware Pervasive Networking (CAPNET), UbiLife and Pervasive Services Computing (PSC) projects between 2006 and 2011 at the University of Oulu. In addition, this research was partly accomplished during the author’s two visits to the ARLES project-team at INRIA (the
This research started in the CAPNET project (2002-2007), which aimed to develop a component-based middleware for context-aware mobile applications [8]. In 2003, the author of this thesis joined the project, and took over the responsibility for developing the middleware component which a) controls the execution of applications and other components, and b) processes the requests for the components to gain access to each other. The idea for this thesis originated from this work; the idea was to support the composition of complex applications of components on physically distributed mobile devices. The challenge was to adapt the composed applications at runtime, in order to reflect changes in the mobile environment.

In 2006, the initial idea gave birth to the application allocation problem which described an application whose components need to be allocated onto the devices that constitute a ubiquitous environment. A solution to this application allocation problem (i.e. a mapping of the application components onto the device nodes) was subject to multiple constraints and optimization criteria. This problem was modeled using the concepts of graph theory. The initial prototype of the algorithm which solves the allocation problem was designed using the greedy optimization schema. Although capable of finding solutions on small-sized graphs, this algorithm had a rather simple design, and its performance characteristics were far from being excellent. The following short account illustrates this. The author was experimenting with the algorithm by running its instances on several departmental servers. Each experiment took from three to five days to complete. A few days after starting an experiment, some researchers
came to complain to the thesis author about the overloaded servers: the greedy algorithm was consuming almost all their computational capacity. Obviously, a better optimization schema had to be found.

During 2007, two alternative algorithm prototypes were introduced, one following the other. These algorithm prototypes were reported in Publications I and II, correspondingly (see Figure 1). Both operated with the graph models designed earlier for the greedy optimization schema. The first algorithm used the classical evolutionary schema, while the second one used the micro-genetic schema invented by Carlos Coello Coello [9]. However, despite the improved performance and smaller failure ratios, their computational loads and efficiency were only acceptable for small and medium-sized graph models. In addition, the graph models which we used to evaluate the algorithms were synthesized with our proprietary graph generator component. The value of our results would have been greater if we had used some well-known third-party graph generator for the experiments. This time the graph models had to be reconsidered, in addition to algorithm design.

In early 2008, the author thoroughly studied the related work in order to identify the common features of the formal models used in existing solutions. As a result, the author introduced a solution using customizable optimization criteria that was capable of working in different application domains (reported in Publication III). That is, new properties could be added to the model without redesigning the actual algorithm. The main goal, however, was the design of a new algorithm with better performance characteristics on large graph models. The new prototype introduced two algorithms: a modified genetic algorithm and an evolutionary one. These algorithms used a novel evaluation schema which allowed the time-to-convergence to be significantly improved. Both algorithms were tested using the widely known BRITE network emulator software tool [10] that randomly generates graphs and their properties. Finally, the performance characteristics of both algorithms were sufficient for them to be used in a real mobile environment.

Since 2008, the author of this thesis has changed the research focus from application composition mechanisms to system-wide issues, particularly feasibility and user experience. This shift can be also interpreted as moving towards the practical, applied side of this research problem. This shift was reflected not only in the significantly increased resource demands necessary for designing and implementing each subsequent prototype, but also in the overall design approach that changed to user-centered design. In particular, the success of the CADEAU and iCompose prototypes was mainly due to
this design methodology which involved the users in the early phases of the development process.

In spring 2008, we started working towards building a complete application composition system which could be demonstrated. The goal was to study user acceptance of the whole application composition concept, and the composition algorithms in particular. A simple multimedia player application was implemented for demonstration purposes. The algorithms were integrated as part of the REACHeS infrastructure [11] where they were responsible for the composition of the multimedia application upon users’ requests. This prototype was automated, i.e. the users were supposed to start the composition and then only observe the result. However, we anticipated that users wanted to interact with the composition algorithms. For this purpose, we built an interactive poster which played the role of a remote control panel. Users triggered the composition by touching the NFC tags embedded in this poster with their mobile devices, which were equipped with NFC readers. The implementation was followed by two user evaluation experiments which studied user acceptance, feasibility and other issues. This prototype and the user evaluation experiments were described in Publications IV and V.

The results of these user experiments determined the most promising further research direction of this thesis project: user controlled and interactive application composition. Next, we designed three control interfaces for the application composition prototype (later, we called them interaction methods) and a new application scenario. This is how the CADEAU prototype was born. The idea behind this work was to compare the interaction methods and identify the situations in which the users preferred to use one method rather than another. Since we aimed to study the balance between user control and system autonomy in different contexts, these methods were designed to differ in how much the users were involved in the control of the application composition. CADEAU was designed and fully implemented in a very short time, during the summer 2008. However, the work on CADEAU was interrupted by the author’s research visit to France and resumed one year later. The CADEAU prototype was evaluated in a large-scale user experience study which involved 30 participants. The results of this user study and the CADEAU prototype’s design were presented in Publication VI. In addition, the author published a video deliverable [12] which demonstrated the setup of the user study, the designed interaction methods and the CADEAU application in action.

During 2008-2009, while visiting the ARLES research team at INRIA, the author designed the MEDUSA middleware, which focused on an interface for end-user (i.e. manual) application composition and the underlying software infrastructure. The
suggested design aimed to reuse the existing open-source solutions as much as possible. This work resulted in Publication VIII.

In 2010, the author refocused on developing the ideas which originated from the experiments with the CADEAU prototype. The goal was to create an interaction method that was capable of adapting itself to the user needs and the context. Such an interaction method promised a higher degree of user control and a more pleasurable user experience. As a result, we abandoned the application composition algorithms in favor of the context reasoner service [13] which took over the decision-making responsibility in our system. This was motivated by the fact that the context-based application composition offers greater flexibility in personalization than an optimization algorithm with customizable criteria. The iCompose interface that used the context reasoner service was designed and implemented as part of the prototype for application composition at the beginning of the year 2011. We also implemented the QuizBlasters learning application which we used together with the prototype during the user evaluation experiments. The work on the iCompose interface, the corresponding system prototype and the results of the user evaluation experiment were reported in Publication VII.

1.5 Research methodology

The research reported in this thesis followed constructive research principles [14, 15]. The research was performed through the development of real-life prototypes which were evaluated empirically. In general, the prototypes were developed iteratively, using Extreme programming methodology [16]. Each prototype underwent several development iterations, and selected evaluation methods were applied at each iteration. The number of iterations varied in each case and depended on the prototype’s size. This means that larger system prototypes needed more than two consequent development iterations. This approach made it possible to continuously accommodate new ideas and features during the construction of the prototypes, while maintaining the focus of the implementations. The evaluation methods included simulations, evaluations in a real deployment environment, and user experience studies.

The algorithm prototypes reported in Publications I-IV were developed as a result of literature studies and a series of consultations with the experts in the field. After the development, the algorithms underwent a series of small tests in order to identify the values of the control parameters that resulted in the desired algorithm performance. These values were identified both empirically and based on consultations with experts.
Then, the author used these values in the experiments reported in publications. All algorithm prototypes were evaluated using the synthesized datasets. In addition, Publication IV reported the experiment which was organized with 30 real devices in the network of the University of Oulu.

The synthesized datasets were produced by either the graph generator component developed by the author (Publications I and II), or the BRITE network emulator software tool (Publications III and IV). The BRITE tool was chosen due to its status as the de facto standard in the research community.

The analysis of the algorithms was conducted using the metrics common for the research community, including performance, scalability, quality of solutions and algorithm failure rates. Due to the unique characteristics of the search problem (described in detail in Publication III), the algorithms were compared against either the greedy algorithm developed by the author (Publication I) or each other (Publications II, III and IV).

In contrast, the prototypes reported in Publications V-VII were implemented as fully functioning systems with demo applications. These prototypes were developed in several iterations, each followed by a user experience study. This made it possible to resolve the drawbacks and difficulties that our test users had stumbled upon during evaluations in the subsequent development iterations. The user experience studies were conducted to evaluate feasibility and interaction design and make an assessment of user acceptance of the developed prototypes.

The CADEAU prototype and the newsreader application (Publication VI) were evaluated in a large user study which involved 30 participants. The users were carefully selected to comprise three focus groups of 10 individuals each, representing IT experts, average technology users and conservative users. Each evaluation event lasted approximately an hour. At the beginning, all users were given a short introduction in which the functionality of the prototype was explained and demonstrated. Then, those users unfamiliar with the RFID technology utilized in the CADEAU interaction methods were given additional time to practice reading RFID tags. Then, users performed the tasks given by the organizers and provided their opinions about the prototype.

The iCompose prototype (Publication VII) was evaluated in a similar fashion. The user study involved 21 participants who were recruited according to their background and attitudes towards new technologies. The users formed two focus groups that consisted of advanced and novice users. The users arrived for the evaluation of the prototype in groups of two or three individuals. Each evaluation event took approximately 40 minutes.
The users were given several tasks to complete and were asked to finish evaluating the prototype when they felt they fully understood how the prototype works.

The organizers collected data using the notes taken during the evaluation, anonymous questionnaires and informal interviews. The questionnaires were used to compare the interaction methods, while the interviews collected feedback on the concept and the system prototype in general. The notes provided feedback about the behavior of users during the test. The anonymous questionnaires included multiple choice questions, questions with a 5-point Likert-scale (from strongly disagree to strongly agree), and open questions. After the users had filled the questionnaires, they were invited to discuss the difficulties they had experienced with the prototype, and also their ideas for future improvements. The organizers asked questions based on their earlier observations.

MEDUSA (reported in Publication VIII) underwent the conceptual design phase and was evaluated using the so-called low-fidelity prototyping approach. That is, the author designed a full-sized mockup of the MEDUSA user interface which was made of paper and carton. This interface was evaluated in a small-scale user experience study which involved two participants. The data was collected through observations during the experiment and also in an informal interview after the evaluation.

1.6 Structure of thesis

The rest of the thesis is organized as follows. The next chapter starts by discussing the principles of application composition and presents the concepts that form the foundation of our work, the user-centric application composition process. Then we move on to an overview of the field of automated application composition and discuss the state-of-the-art composition approaches in Chapter 3. Chapter 4 surveys the existing interactive application composition approaches, and discusses their user interfaces and the related underlying software infrastructures. Chapter 5 states the research contribution of this thesis in detail. Chapter 6 discusses the lessons learned, and highlights future research directions, while Chapter 7 concludes the thesis.
2 Composition of ubiquitous applications

2.1 Automated vs. interactive composition

Application composition approaches assume that it does not seem to be possible to design \textit{a priori} the applications that satisfy all the possible needs of all categories of users in ubiquitous computing environments. As noted earlier, these environments are populated with services (i.e. ubiquitous devices that export their functionalities as services) which are capable of forming synergies in many different ways, and thus collectively achieving various functionalities which may serve different purposes in ubiquitous environments: pleasure, learning [17], play and fun, home and office automation [18–20], or task facilitation [21–23]. Some existing solutions focus on ensuring trustworthiness [24], reliability [25], fault-tolerance [5] and achieving the so-called late binding [6], which means making use of some services that are only available at runtime. Application composition can be used to facilitate multimodal user interfaces as proposed by Mungellini et al [4]. Their approach enables building multimodal user interfaces by integrating various interaction technologies (object identification, finger localization, tracking, etc). In addition, application composition can facilitate the so-called virtual device functionality [3, 26] by together composing shared functions of surrounding devices to overcome their limitations.

In this thesis, we define application composition as an approach to constructing the collective application functionality required to support the users’ activities, needs and intentions. The result is an application which may consist of one or multiple services. The main guiding factor for application composition is the requirement to support the user’s needs and activities, i.e. functional properties and user experience. Nevertheless, non-functional properties, such as QoS, security and reliability can also be used to guide application composition. For example, Lagesse et al [25] propose a composition mechanism which enhances reliability for composed applications by determining trustworthy compositions and hosts. Buford et al [24] target the issue of security and trust in application composition. Their approach is to apply the practices of digitally signed software to provide trust to single services. Ben Mabrouk et al [27] designed a QoS-aware composition mechanism which is capable of computing applications according to multiple QoS constraints. However, the author of this thesis
considers non-functional properties beyond scope of this research, and these issues will be not discussed further.

Generally, there are two approaches to application composition: the first uses automated intelligent mechanisms that are capable of acting and making decisions according to the users’ activities and needs, while the second approach aims to enable users to achieve their goals and needs themselves, by providing appropriate tools to create and customize ubiquitous applications.

The first path is followed by task-based computing approaches which adhere to the minimum user-distraction principle in general [5, 21, 28]. Although users are expected to interact with applications, such tasks as application configuration, management and provisioning are performed by the system, i.e. with the goal to keep user involvement to a minimum. Ideally, users should not be concerned with these tasks at all, thus concentrating only on interacting with the application. These approaches assume that application developers (or, alternatively, users) create a template where they specify a set of service categories and their properties (i.e. functionalities) which are needed to achieve some user task. The system automatically chooses the appropriate services whose functionality matches the specified task template. Then, the chosen services are dynamically allocated for this task.

On the other hand, applications can be composed by users themselves, interactively. The composition approaches that follow this path provide user interfaces and various tools to enable users to compose applications [20, 29, 30]. In other words, interactive composition approaches employ user control which the users exercise through appropriate tools and user interfaces. The main difference between automated and interactive composition approaches lies in the fact that the first enables the system to act upon the users’ needs and intents, while the second enables users to play an active role in defining the application functionalities that they need.

One specific subgroup of interactive composition approaches provides further flexibility by enabling end-user composition which allows ‘...end-user creativity to emerge in a ubiquitous environment where people can create their own niche applications or adapt their ubiquitous surroundings’ [31]. End-user composition approaches support user control via an editor - a tool whose role is to allow users to create and edit composite applications and visualize the environment in the user’s vicinity (i.e. the user’s local environment). For example, editors are used in the following solutions for end-user application composition [18, 20, 32–34].

A brief chronology of most influential automated and interactive composition
Fig 2. A brief chronology of influential composition approaches.

approaches is outlined in Figure 2. We discuss these approaches in more detail in Section 2.2 and Chapters 3 and 4 of this thesis.

To conclude, automated and interactive composition approaches differ in the degree of user involvement and control, although both focus on the same goal - supporting the users’ activities and needs in ubiquitous environments. Automated composition approaches (presented mainly by task-based computing research) assume that user distraction has to be minimized and, therefore, they apply automated mechanisms to allow users to fully concentrate on interacting with their applications. On the other hand, interactive, and especially end-user composition solutions assume a greater degree of user control and, as a result, provide their users with greater flexibility and freedom. Solutions for interactive composition tend to enable users to express their needs, activities and various preferences themselves, while automated solutions rely on various context-aware mechanisms that deduce information about the users’ activities.

2.2 The generic composition process

The generic composition process governs the life-cycle of applications from their initialization to the execution phase, as shown in Figure 3. The process starts with the initialization phase, which is a preparatory phase during which the basic elements for
the composition process (such as service specifications) are created and made available. During the second, the scenario definition phase, the template, i.e. the description of the future application is created. An application template usually consists of service specifications. Next, this template is transformed into a real application during the composition phase. The application that existed previously as a description is now being materialized into a real entity in the ubiquitous environment. Finally, the execution phase mainly governs the application usage and other real-time aspects such as, e.g. control and adaptation.

Initialization. In general, initialization implies creating the specification of services and making them available for application composition and usage. However, approaches differ in how this phase is carried out. For example, some application composition solutions assume that, in addition to service specifications, services have to be deployed and configured by users [29, 31, 35]. Service deployment is also emphasized in the Memodules project [32] which uses a Lay&Play tool to create digital counterparts (i.e. avatars) of ubiquitous artifacts, and adds these counterparts to a repository, so that they become available for the other phases of the composition process. In contrast, interactive composition [30, 33, 34] and task-based computing solutions [5, 21] assume that the initialization phase is limited only to creating service specifications, and adding them to a repository that supports various ways of searching (i.e. querying) on these specifications.

Scenario definition. During this phase, an application template or a scenario for the future application is created. Most automated composition approaches omit this phase, and assume that application templates are created at the same time as service specifications (i.e. during the initialization phase) [5, 22], although Aura [5, 28] and Interplay [19] do envisage a phase during which predefined application templates are customized to match user’s needs. Unlike automated composition approaches, the scenario definition phase is essential for interactive (and especially end-user) application
composition solutions which assume that applications are created interactively using available scenario editing tools. Such an editor is usually based on a visual or a physical interface which captures the user’s intent, and transforms it into an abstract (and formal) application template. The template is later materialized during the composition phase which results in a concrete application. However, some approaches use a different method which allows users to create and edit compositions that consist of concrete appliances (i.e. ubiquitous devices) available in the environment. These editors perform two functions simultaneously: template creation and application composition. Furthermore, the same editor can also be used to control and service the existing application in real-time, as designed, for instance, in the eGadgets project [31, 35].

**Composition.** This phase is central to the whole process, and usually involves a composition mechanism (or an algorithm) which takes an application description as input and produces (i.e. composes) a concrete application using the service instances that match the functionality specified in the description. A composition mechanism can be automated or interactive. Automated composition can be based on matching (e.g. syntactic or semantic matching) or knowledge inference algorithms (so called rule-based composition). Interactive composition supposes that the process of establishing application descriptions is governed manually by users through dedicated interface support [23, 36]. However, some end-user composition approaches employ physical interfaces which enable users to manipulate physical objects in the environment. This has been demonstrated, for example, in the PalpCom project [17]. Detailed analysis and discussion of automated and interactive composition mechanisms are presented in Chapters 3 and 4, respectively.

**Execution.** This phase governs application usage and various real-time aspects of application support, such as resource monitoring and adaptation control. For example, task-based computing approaches employ automated monitoring of services and dynamic adaptation in order to tackle service degradation issues. In particular, this issue is considered in the Aura project [5, 28] in a soft-failure scenario where one or multiple services become unavailable and, therefore, trigger the re-composition of the whole application. Automated re-composition may be necessary when a user’s goals change dynamically [30]. Some solutions assume that the users themselves should be able to manually adapt (i.e. re-compose) the application, as it is not entirely possible to proactively anticipate changes in a user’s goals. This feature is supported, for example, in the CADEAU and iCompose prototypes (Publications VI and VII). Real-time debugging of applications is another functionality that is necessary during the application execution.
phase. This issue is, for instance, discussed by Mavrommati et al. [31] who argued that real-time debugging and service browsing are essential tools for controlling composite applications. Automated monitoring and analysis of applications for diagnosing failures and supporting new services has been designed as part of the OSCAR project [37]. That project suggests sharing users’ applications in a privacy-preserving manner, so that users are able to view and compare their own composite solutions, and thus choose the most appropriate ones that match their needs.
3 Techniques for automated application composition

The goal of a composition mechanism is to answer requests sent by users (or, alternatively, by the system) and compose applications that provide the requested functionality. Such a request describes the functional aspects of a composite application, for example, the required service interfaces, their public methods and input/output message parameters, service behavior and grounding. Some composition approaches assume that application descriptions (i.e. templates) are processed by the composition mechanism directly. Therefore, application descriptions are provided in a computer-readable form such as templates [5] or specification language queries [38]. Both examples specify functional requirements similarly. Another solution is to allow users to express what they need in a pseudo-natural language [39, 40]. Such language supports pseudo-English sentences that follow a predefined pattern which users need to fulfill in order to specify their requirements. For example, InterPlay [19] proposed a ‘verb-subject-target’ pattern to configure application tasks. Although this approach is straightforward for interactive composition systems, it requires translation of the sentences given in the pseudo-natural language to the specification language understood by the composition mechanism. Upon receiving an application description, the composition mechanism matches it with the service descriptions available in a service repository. The goal of this operation is to find the service combination that matches the application description. Matching (this operation is often called matchmaking) is performed according to the functional elements of the service descriptions which are usually the following:

- **Interface** is usually the most essential element of any service description. Interface describes the operations supported by the service. Generally a service interface can have multiple operations, each of which provides certain service functionality when executed.
- **Inputs and outputs** define the format of input and output values (or, sometimes, even messages) of the service or concrete service operations.
- **Behavior** describes the possible states of a service. Modeling of service behavior is needed when matching is performed on stateful services. A service is stateful if the execution of the service methods changes its internal state. Service behavior can be modeled using workflows [22], processes (BPEL) or pre- and postconditions. All
these examples are logical formulas that can describe a hierarchy of service states and their conditions. Exposing service behavior makes it possible to perform detailed (i.e., white-box-like) matching of service functionalities, although at the expense of greater complexity of the composition mechanism. On the other hand, stateless services do not require behavior modeling.

- **Grounding** provides information for invoking service methods. Grounding is usually a specification of access details, such as the concrete communication protocols supported by the service.

Matchmaking corresponds to the composition phase of the generic composition process (shown in Figure 3). As was mentioned earlier, this phase involves a composition mechanism which takes an application description as input and produces (i.e. composes) a concrete application using the service instances that match the functionality specified in the description. Next, we overview the three most prominent approaches for developing composition mechanisms. These are syntactic, semantic and policy-based composition.

### 3.1 Syntactic composition

Syntactic Composition is perhaps the oldest and the simplest composition mechanism used for automated systems. This approach annotates each service with a description containing a set of key-value attributes that specify service functionality. These attributes are characterized by numerical values, or by enumeration (i.e. ‘low’, ‘average’ or ‘high’). Service and application descriptions are represented as structured (i.e. with predefined syntax), or unstructured data, using a markup language such as XML. An example description of a composite application consisting of two services is shown in Figure 4. There, services are annotated with interface names, versions and availability properties.

There are several syntactic specification standards developed for automated composition. For example, Web Service Business Process Execution Language (WSBPEL) [41] and Web Service Conversation Language (WSCL) [42] concentrate on modeling Web Service behavior using processes (WSBPEL) or conversations and finite-state machines (WSCL). These specification standards can be used in conjunction with other standards, such as Web Services Description Language (WSDL) [43]. WSDL is an XML-based language that focuses on describing Web Service interfaces, and their methods and messages.

In order to compose an application using the syntactic approach, descriptions of
available services are compared against the application description which specifies the required functional properties. This operation is performed by a matching algorithm whose aim is to choose a service only if all of its description elements (e.g. interface names) match the elements specified in the application description.

Although the strongest point of the syntactic approach is simplicity and ease of implementation, this approach has a number of drawbacks related to extensibility and expressiveness which complicate its applicability. For example, changing the structure of service descriptions makes it necessary to redesign the matching algorithm and corresponding descriptions of all the services. This also means that if two services are described using different versions of the same specification language, these descriptions will not match. Another disadvantage of this approach is that it uses exact matching, i.e. the algorithm registers a match between a service description and an application template only when both descriptions contain exactly the same service properties. This means that descriptions of services and applications must a priori adhere to a common representation schema (or description language). Another disadvantage of XML is the lack of semantics in XML-based descriptions; that is, the meaning of descriptions may vary depending on the context of their usage [44].

3.2 Semantic composition

The semantic composition approach relies on service descriptions which adhere to a common ontology. An ontology is a domain-specific model describing types, properties and their relationships with explicitly defined and machine processable semantics [45]. For example, the Ontology Web Language for Services (OWL-S) [46] provides an

```xml
<task name="Messenger">
  <service interface="fi.oulu.context.LocationSensor" isAvailable="true">
    <settings key="service_url" val="http://10.10.1.16"/>
  </service>
</task>

<service interface="fi.oulu.context.ContextBasedStorage" ver="2.0">
  <settings key="user_name" val="Davidyuk"/>
  <settings key="store_events" val="all"/>
</service>

<!-- ... -->
</task>

Fig 4. An example of a key-value based application description.
ontology for describing the Web Services domain. Using the semantic composition approach allows service descriptions to be combined with their meaning, which is impossible in syntactic composition approaches.

A typical semantic composition mechanism works as follows. Given a set of service descriptions, the mechanism selects the services that semantically match the application description. A match between a concept in a service and in an application description can be registered to a degree of similarity, despite syntactic differences between the concepts [44]. Another way for matching service and application descriptions is to use composability rules which determine, for example, whether two service candidates can be assembled in an application [47]. Such rules link service properties on several levels: the syntactic (e.g. service communication interoperability), the semantic (e.g. message parameters and service operation semantic), and the composition level (e.g. soundness of composition). A degree of semantic similarity can be also included in the set of composability rules.

Semantic composition has a number of advantages. First, it enables semantic heterogeneity among service and application descriptions provided by various parties, because it does not assume any agreement on description syntax. As a result, this approach allows service and application descriptions to be modified without changing either the composition mechanism (or matching algorithm) or service and application descriptions, which are annotated with descriptions of different versions. Second, the approach supports flexible matches, i.e. it detects whether two descriptions partially correspond to each other to some degree. Thus, it provides additional flexibility to the composition mechanism, but at the expense of an increase in false positives and lower efficiency.

The drawbacks of semantic composition include considerable development effort, and issues of interoperability between different ontologies. For example, semantic mismatches and conflict resolution between ontologies created by different vendor developers is an issue that has yet to be resolved.

3.3 Policy-based composition

Policy-based composition is another approach for developing a composition mechanism. Although this approach is more common in context-aware composition, it can also be used for user-centric composition [33, 48, 49]. The main principle of this approach is to create applications according to policies consisting of sets of event-condition-
action rules [33]. Actions are service methods that have to be executed when an event occurs, and a rule’s conditions are met. Policies determine the behavior of the application and the environment (i.e., the user’s personal space). For example, the policy-based approach in the Tara project [49] is used to compose services and manage their adaptive behavior. Tara’s automated composition mechanism is based on an inference engine which performs matchmaking by reasoning about various functional properties of services. Policies in Tara comprise composition rules, utility rules (i.e. service interaction constraints) and behavior rules (i.e. behavior within the constraints that are provided for the composed application). Application adaptation is naturally specified as part of the behavior rules. All rules are classified as service level rules (i.e. that govern a single service) and high-level rules (i.e. that define constraints for the whole application). If policies are supplied by multiple parties (e.g. users, resources and execution environment) at the same time, the composition mechanism can use the hierarchical decision-making process as presented by Zhang et al [50]. In this process, all policies are divided into hierarchical groups depending on, for example, priorities of policies. A local decision-making (i.e. composition) process is executed for each group. Although policies are usually written by application designers, solutions that enable the users themselves to create their own application composition policies do exist [33].

Applying policy-based composition is straightforward for environments consisting of a large number of semantic services, where a high degree of automation is needed (such as in task-based computing). In spite of this, the approach suffers from the problem of policy conflicts. Conflicts may occur when the same event satisfies the conditions of two different rules, while each of these rules enforces actions conflicting with some other rule [51]. At the moment of writing this manuscript, the author is not aware of any existing policy-based composition approach which uses conflict resolution techniques.

3.4 Summary

Despite the obvious disadvantages of the syntactic approach, most of the related work surveyed utilizes it because it is straightforward and simple. Indeed, researchers prefer to adhere to some proprietary syntax for defining concepts rather than take into account possible incompatibility issues. In fact, these issues only occur if the application composition system has to be open and expandable.

Another tradeoff takes place between policy-based and semantic approaches. How-
ever, we consider this to be more of a design question for the following reason. The policy-based composition approach is straightforward for automated and interactive composition systems where events are crucial for maintaining system/application behavior. This approach is particularly promising for composition systems with adaptive and/or context-aware behavior. Indeed, policies are better suited for describing system behavior than semantic application descriptions, which are only able to capture structural (i.e. static) system properties. On the other hand, a policy-based composition approach might prove to be cumbersome and even redundant for static systems, where events only occur rarely.

Another advantage of the policy-based approach is its clear separation of concerns. Policies, in addition to composition rules, can describe system behavior and application logic. This makes it easier for application developers to create and modify composite applications by specifying policies.

Whereas this chapter surveys the application composition mechanisms that can be utilized to build an automated, as well as an interactive composition system, the next chapter focuses on user issues usually attributed to interactive composition systems.
4 Techniques for interactive application composition

In general, automated application composition approaches focus on minimizing the users’ distraction in ubiquitous environments, and they assume that users should not be aware of how their tasks and applications are carried out. For this reason, user involvement in the application composition process is limited. Despite the high degree of automation of these approaches, their initialization requires the intervention of application designers who have to create service descriptions and application templates and configure the composition mechanism. This is done by setting up matching criteria or composition rules, if a policy-based composition approach is used. However, minimizing user involvement conceals the main disadvantage of the automated composition approach: although the system aims to support the user’s needs, it does not guarantee that the resulting application will match the one anticipated by the users. Several researchers have taken steps towards resolving this issue and studied interactive application composition approaches. These solutions are discussed in this chapter.

In their pioneering work, Masuoka et al [21] presented STEER, a Web browser-based task composition tool which shows users what services are available in the current context and allows users to compose and execute the tasks. STEER is essentially a Webpage which consists of a set of drop-down menus, where each menu is associated with a service. By clicking on the drop-down menus, users can choose services and configure them using filenames or URLs. When all the services have been configured, users can execute the composed task from the task management screen. The undoubted advantage of STEER is its ability to create services that provide semantic versions of various digital objects (e.g. business cards, files and addresses). For this reason STEER has a drag-and-drop widget which ‘consumes’ digital objects dropped into it, and adds their semantic versions to the Webpage. This functionality is essential to allow the user to assign various objects with services’ inputs and outputs. STEER also offers a user interface for task management, which allows users to relocate tasks by executing them using a local or a remote (networking) computer.

Similarly to STEER, Messer et al [19] presented the InterPlay prototype where the task composition screen allows users to choose and configure services available in their vicinity. However, instead of awkward drop-down menus, this approach uses visual
‘verb-subject-target’ constructions which resemble pseudo-English sentences. In order to execute a task, users choose first a ‘verb’ (i.e., a command ‘play’), then a ‘subject’ (i.e., content) and, finally, a ‘target’ (i.e., a target device). Although this approach clearly offers a natural and an easy-to-learn user interface, it only supports pre-programmed (hardwired) tasks which have just two parameters to configure. In other words, users are not really able to compose tasks, but rather only execute the tasks that the designers have introduced into the system.

The task composition screen created by Sousa et al [5] resembles the idea for the STEER tool. However, Sousa et al’s approach assumes that composition is triggered by dragging digital objects (e.g. a spreadsheet file) from a user’s desktop onto the composition tool while the tool assigns a default command to these objects (e.g. ‘edit spreadsheet’). Although this approach experiences the same problem as the Interplay prototype [19], (i.e. only pre-programmed tasks are supported) Sousà’s tool is a unique solution that, in addition to automated application composition, focuses on capturing the users’ task-related QoS preferences. In particular, Sousa et al’s work allows tradeoffs between different QoS dimensions (e.g. latency and quality of content). Although default QoS dimension templates are provided for each task by the task designer, users are able to override default values through the QoS preferences interface. This interface is a pane with a set of QoS levels (from the lowest to the highest) where each QoS level corresponds to a value that can be specified by the user. QoS dimensions that are expressed by numerical values can be manipulated using slide bars, while QoS dimensions that are described by enumerations (e.g. ‘high’, ‘medium’ and ‘low’) can be manipulated using matrices of multi choice buttons. The QoS preference interface aims to capture how important are, or how much the user cares about, the quality dimensions of each service in the composite task.

Perhaps the most advanced editor among the interactive composition solutions is the Compose Tool developed by Wisner and Kalofonos [52]. Their solution is based on the idea that users should be able to select services for composition intuitively, while the system should automatically suggest possible interconnections between the services chosen by users. The editor, called the Compose Tool, has a GUI which consists of three panes, where the left pane shows a list of all known service types, the middle pane is an editing canvas which shows the services available in the environment, and the right pane shows the compositions proposed by the system. Users can drag-and-drop various service types to the editing canvas where they are immediately associated through the service discovery with the services available in the environment and are connected to
other services as proposed by the system. Users can choose from multiple proposals the one that best suits their needs. The Compose Tool uses the pipeline metaphor, where service compositions are depicted as directed graphs. Details of the pipeline metaphor are discussed later in this chapter.

4.1 Visual application composition tools

In contrast to automated application composition, interactive composition approaches exhibit a higher degree of user control, which is reflected in the number of visual composition editors presented in related work. A visual composition editor is a tool aiming to visualize services available for composition, provide an intuitive mechanism to create compositions and, optionally, display the state of the entire environment. Such a tool has a user interface which relies on a visual representation using graphics, animations or icons. A typical composition editor has at least two panels, a list of available service types or other elements (e.g. event templates) and an editing canvas (workspace). Users can drag and drop service icons or other visual elements into the editing canvas where these icons become links to concrete services in the environment. The workspace is an area where users arrange, connect and configure services. In general, interactive application composition approaches assume that the users should have the freedom to decide on what, how and when to compose applications. This is the main reason why editors for application composition are flexible and support a wide range of operations, though at the expense of greater complexity and longer learning curves. This chapter overviews visual composition tools, and classifies them according to the metaphor used.

The pipeline metaphor. Composite applications are represented as directed graphs, where nodes correspond to single services, while links (i.e., pipelines) are directed communication channels that connect two (or more) services together. Pipelines can be of a general type or can be assigned as a specific type (e.g. a video stream) which connects only certain services. Pipelines can be organized in complex structures using binary logic operators. For example, multiple pipelines can be connected with the AND operator. Also, pipelines can integrate processing filter elements which can be viewed of as conditional event generators. These filters trigger an event when data inside the pipeline matches some specified template such as keywords or numerical values.

The pipeline metaphor is a powerful visual programming paradigm which makes it
possible to model complex applications and their behavior, and this may involve networks of services interconnected by a complex eventing wire. Despite its expressiveness, editors using this metaphor have steep learning curves, which makes it difficult to apply this metaphor in user interfaces for inexperienced users. Therefore, it is either used in tools intended for expert users (e.g. CollaborationBus [53]), or requires a high degree of automation if the editing tool is meant for non-expert users. The latter is demonstrated in the Compose Tool prototype [52]. However, a simplified version of the metaphor has been used in OSCAR [20]. Unlike other approaches providing a work-pane where users can freely arrange and connect services, OSCAR allows users to operate only with pipeline templates. A pipeline template is an application consisting of two ‘slots’, a source and a destination, that have to be assigned with a service or some content. The editor uses a wizard-like approach to guide users through the steps that are necessary to populate a template. This means that OSCAR introduces the pipeline metaphor to non-expert users at the expense of limiting the range of application scenarios that can be supported.

The jigsaw puzzle metaphor. The principle of this metaphor is centered around a set of pieces which form a picture if correctly attached to each other. Players interact with the puzzle by fitting and attaching pieces which visually differ from each other in the number, shapes and locations of knobs and holes. These visual hints unambiguously indicate to players which pieces they may attach together. A jigsaw puzzle-based editor models each available service as piece of a puzzle. However, unlike in a real jigsaw puzzle where pieces always form the same picture, the composition editor assumes that composed applications may differ in structure and in the number of puzzle pieces (i.e., services) involved.

First, this metaphor promises a natural and an easy to understand interface, as indicated in [54]. Consequently, non-expert users can easily associate each piece of a puzzle with the visual service it represents. Moreover, the shapes of the pieces of the puzzle eliminate much of the mental effort necessary to understand the possible actions (i.e., which pieces go together). This makes it possible to use this metaphor to teach the principles and rules of a ‘professional’, and thus much more complex to learn composition tool, based on some other metaphor, such as, for example the pipeline metaphor [53]. Second, the puzzle metaphor naturally supports collaborative multi-user application composition, as two or more users can work on the same application simultaneously. Third, the puzzle metaphor can support complex structures (e.g.,
clusters of pieces of the same type) that act as single entities. Clusters facilitate end-user application design by decreasing complexity. These clusters may stay attached for a period of time while the user is composing an application. The downside of the jigsaw puzzle approach stems from the fact that the metaphor has constrained potential for expression: the pieces of the puzzle can have a limited number of interfaces (i.e. sides) thus narrowing the range of possible application scenarios.

One variation of this metaphor is the tile-based approach [55] which can be considered as a generalization of the jigsaw puzzle metaphor. The tile-based approach allows users to construct programs by manipulating and combining graphical building units (called tiles) with the mouse. Applications are assembled using tiles from some repository. Although each tile can be combined only with certain other tiles, the shapes of tiles are not physically limited, and can be connected with an arbitrary number of other tiles. A modification of this approach is presented by Warth et al [56]. Their system is intended for end-user programming and uses tile-based scripting. Their system combines a scripting interface (for designing programs textually), and a visual tile-based interface. The end users can switch freely back and forth between these two interfaces. Although promising, the tile scripting approach has not been yet used in the application composition domain.

Due to its simplicity and straightforwardness, the jigsaw puzzle metaphor has often been used in related work. For example, the Accord prototype [18, 57] includes a composition editor which is based on a tablet PC. Accord’s editor makes it possible to interconnect simple sensors, web applications and various multimedia devices and services. A similar approach is used in the Action Builder editor developed in the Memodules project [32]. This approach is particularly interesting as their editor supports the composition of event-based applications. In this case, events are also modeled as pieces of a puzzle and can be composed together with certain services. Although, the Action Builder supports only one kind of event, this demonstrates that despite, the apparent simplicity of the jigsaw puzzle metaphor, it is capable of modeling a composite application that goes beyond trivial cases.

The join-the-dots metaphor. According to this metaphor, the editing canvas presents a set of individual devices that are available in the environment. Each device is shown as the center of a cluster, while the surrounding nodes represent services that a particular device offers. Users create compositions by drawing lines from one service to the desired destination device. Active compositions are shown as flows. In particular, this
metaphor has been applied in the editor of the Platform Composition prototype [58, 59]. A slightly different version of the same metaphor has been proposed in [31]. Their model, called the Plug-Synapse model, represents individual devices as circular nodes, and allows connections to be created by drawing lines between them. However, the plug-synapse model does not exhibit services offered by individual devices, thus making visual representation more compact. When drawing a line (i.e., making a composition) between two devices, users specify the composition on an ‘association matrix’ that visualizes a selection of concrete capabilities (i.e., services) offered by the devices chosen.

The advantages of this metaphor are the following. First, the metaphor uses a simple visual approach, as it shows the services (and devices) that are available only for composition. Second, the state of the entire environment is shown on the same screen. Indeed, it also shows the devices and services that are not used in any composition. On the other hand, this is a disadvantage because this metaphor is suitable for environments with only a few devices.

The application composition tools discussed in this chapter are closely related to visual programming languages. These languages rely on visual techniques throughout the programming process, and enable users to create, debug and execute programs by manipulating icons or other visual representations [60]. The programs are either compiled directly from their visual representations, or first translated into an underlying high-level textual language, and then compiled. Among successful examples of visual programming languages are the Google App Inventor (currently supported by the MIT Center for Mobile Learning)\(^1\), and xUML [61]. The Google App Inventor is a visual programming tool which enables users unfamiliar with application programming to create applications for the Android mobile platform. xUML is a profile for Unified Modelling Language (UML) which allows users to graphically specify programs at a high level of abstraction independently from implementation-specific concerns.

### 4.2 Non-visual application composition tools

In addition to visual composition metaphors, some researchers advocate using non-visual composition tools, such as programming by example [62], and tangible (physical) interfaces [63]. The idea for the programming by example method can be explained

using the Pervasive interactive Programming (PiP) prototype [33, 34] that combines a visual editor and an AI mechanism, and works as follows. To begin with, users specify the devices they would like to combine together in the composition editor. Then, the users inform the editor that they are ready to program (i.e. compose) the application and they click on the start button. After that, the users interact with the real devices (e.g. physically, or by sending commands from a control UI) in the way they would normally use these devices in an application. At the same time, the AI mechanism observes the interaction and records the commands while trying to detect patterns which are later transformed into an application. This method has also been used to enable the construction and configuration of tiles, which play the role of building blocks in the Active Surfaces prototype [64] (this prototype is a part of the PalpCom project [17]). Each tile is an autonomous component which can be physically connected with other tiles. Tiles can communicate, and can recognize where they are placed. In Active Surfaces, expert users (i.e., therapists) create physical assemblies of tiles which follow a certain sequence or pattern. Later, tiles have to be placed in the correct pattern by end users (i.e. by patients) during rehabilitation sessions. The programming of tiles is performed in two steps. First, a therapist shows the correct pattern of tiles to the system, and then saves it using a special ‘master tile’ that communicates with all the tiles, and recognizes their location in relation to each other. A tangible user interface has been also used in FlowBlocks [65, 66] that enable children to learn abstract concepts related to counting, probability, looping and branching. FlowBlocks is a toy which consists of a set of tiles, each with embedded computation and magnetic connectors. Users create various structures (e.g. linear and circular chains) by connecting tiles together and then send a moving light signal through the tiles. Unlike Active Surfaces, FlowBlocks is oriented towards a larger user group, including children learning how to count, as well as high school or college students. Indeed, FlowBlocks supports the building of complex physical structures which can involve even elements of calculus and statistics.

The advantage of the programming by example method lies in its ability to hide most of the details of the underlying mechanisms from users in order to make it suitable for non-expert users. However, this method cannot be used in all cases of application composition. As pointed out by Mavrommati et al [67], ‘there are cases when there cannot be a task example performed - i.e. because the application splits between different locations, different time periods or in situations that cannot be replicated.’ In conclusion, this method is not recommended for use as a stand-alone tool, although it can be used as a complimentary mechanism to any composition editor.
Non-visual composition tools can also be built using physical interfaces which rely on physical objects rather than on traditional I/O devices [63]. For example, a physical interface for application composition based on the jigsaw puzzle metaphor has been used in the MEDUSA prototype (Publication VIII). This solution represents service types with carton cards which have visual icons and RFID stickers glued to their surfaces. Cards can be arranged in various two-dimensional structures (sequences) which form an application, as needed by users. A mobile phone equipped with an RFID reader is used to capture (i.e. read) these structures by touching service cards in a certain order. A similar idea has been used in the CADEAU (Publication VII) and Touch&Compose prototypes [23], where the physical user interface consists of RFID tags and a mobile terminal. RFID tags are placed in the environment, and they indicate which services are available locally. Users compose applications by touching the corresponding tags with a mobile terminal.

4.3 Tools for runtime application composition control

Application composition approaches can also provide the means for user control at runtime. Although this phase can be controlled by automated mechanisms, various kinds of user input are required to deal with non-trivial situations. For example, Vanderhulst et al [30] and Hardian et al [68] argue that it would be unrealistic to delegate all decision-making to the system and expect it to figure out by itself what the user wants. In this case, user input is needed to deal with changes in user goals or context. For example, users might need to manually specify services (or devices) to be used with the application while it is being executed. This need is addressed in this thesis (see Publication VII): the author has proposed a physical interface to manually adapt composed applications by touching the desired devices in the users’ local environment. In contrast, Vanderhulst et al [30] proposed a graphical user interface which is generated at runtime, and evolves with the environment. When a user triggers a reconfiguration of an application, the GUI loads the interactive wizard which provides access to application-specific features of the currently active application. However, most application composition approaches anticipate that users need to manage and service applications at runtime, and they provide basic support for starting and stopping application compositions. This is indeed the case in the following prototypes: CollaborationBus [53], PiP [33, 34], OSCAR [20], eGadgets [31], and ReWire [30]. A few approaches provide the application control using a physical (i.e. tangible) interface. For example, the Memodules prototype [32]
employs a tangible console for controlling multimedia applications. This works as follows. To begin with, users touch the console with various augmented objects in order to identify and trigger the corresponding application. After the console retrieves and starts the application, the users can control (i.e. interact with) the multimedia application using various touch sensors to play the next audio note, the previous one, to stop, and to adjust the volume. A similar idea was proposed by Kawsar et al [29] where the authors used RFID cards to control RFID-enabled augmented objects. In their prototype, each augmented object is supplied with a set of RFID cards, and an integrated RFID reader. Each card corresponds to a certain command (install/uninstall a service, start/stop an application). Users control augmented objects and applications by simply swiping a card - this action identifies the command (associated with the card) and the augmented object (associated with the RFID reader).

4.4 Summary

To sum up, non-visual tools are effective for only relatively simple applications and special cases when, for example, users need to compose applications by choosing physical devices. For this reason, non-visual tools are rarely used alone, but tend to be combined with an automated composition mechanism or a visual tool, as has been demonstrated in related work [20, 31].

In contrast, visual tools for application composition support a much wider range of applications and user groups. However, the suitability of a concrete visual editor for an application or a user group depends mainly on the metaphor used. The pipeline metaphor is a powerful and flexible visual tool which enables the composition of complex applications, albeit at the expense of steeper learning curves. Thus, this metaphor can be recommended for complex applications and expert users. The jigsaw puzzle metaphor, in contrast, offers a natural visual interface, and is thus easy to understand. However, the supported applications have rather simple structures. This metaphor is therefore more appropriate for simple applications and inexperienced users. The join-the-dots approach is a good alternative between the previous two metaphors. It offers an easy to understand representation, and application structures that go beyond trivial cases. This metaphor can be recommended for inexperienced users, especially when they need to be able to see the state of the entire environment.

User control in runtime application composition raises a number of open challenges which, so far, have not been fully addressed in the related work. For example, user
control in runtime application adaptation is limited in the solutions surveyed. This is possibly due to the fact that some composition approaches assume that user activities and needs are fixed and do not change after an application has been composed. This assumption is correct in situations where the composed applications have a relatively short lifespan, and focus only on users’ immediate goals. On the other hand, recent research tends to promote continuous user interaction in ubiquitous environments [69], which results in a prolonged lifespan of applications, and gives rise to additional challenges related to application adaptivity. Hence, users need to have the possibility to control and adapt applications to accommodate changes in their goals and preferences at runtime. This requires developing various user interfaces (e.g. tangible, speech and gesture-based) to be used during the application execution phase in order to provide a better user experience.
5 Research and experiments

This thesis has two research themes: automated and interactive application composition. This chapter presents these research themes as follows: The first part of the chapter focuses on automated application composition, and presents the research methodology, implemented prototypes for automated application composition, and experiments with these prototypes. The second part of this chapter focuses on interactive application composition, and presents the research methodology, describes the implemented system prototypes for interactive application composition, the user experiments and the results of these evaluations. This structure reflects the research process of this thesis, which concentrated first on automated composition mechanisms and then shifted to interactive application composition.

5.1 Prototypes for automated application composition

The first research theme of this thesis focuses on various automated composition mechanisms for ubiquitous applications, and ways of improving the mechanisms’ qualitative and quantitative characteristics. This theme corresponds to the first research objective of this thesis, which can be restated as ‘the construction of an application composition mechanism which has to be evaluated for efficiency, accuracy, robustness and scalability’. As part of the thesis project, the author developed four prototypes for automated application composition which were evaluated using synthesized datasets, as well as a real mobile application and network resources. Table 1 shows the relationships of the publications and the prototypes for automated application composition, along with their research goals and most distinguishing characteristics.

The prototypes of composition mechanisms presented in this section are implemented as standalone tools which are intended to be integrated into the system supporting automated composition of ubiquitous applications. The architecture of such a system is outlined in Publication III of this thesis. The core of the system consists of the application composer, the resource manager and the service discovery components. These core components realize the generic composition process (presented in Section 2.2) which governs the lifecycle of applications, monitors the utilization of the network resources and adapts the composed applications dynamically. The service discovery maintains the
Table 1. The algorithm prototypes developed in this thesis.

<table>
<thead>
<tr>
<th>Prototype (Publication)</th>
<th>Design Goals</th>
<th>Design Description</th>
<th>Experiments</th>
</tr>
</thead>
<tbody>
<tr>
<td>SEA (Publication I)</td>
<td>Solving the application allocation problem using the evolutionary computing approach.</td>
<td>Classical schema with all genetic operators implemented in Java.</td>
<td>Proprietary graph generator. The largest test setup had 11 application components and 26 networking nodes.</td>
</tr>
<tr>
<td>MGA (Publication II)</td>
<td>Improving the SEA performance while preserving the search quality.</td>
<td>Micro-Genetic Schema based on external memory &amp; population reshuffling. Implemented in Java.</td>
<td>Proprietary graph generator. The largest test setup had 16 application components and 32 networking nodes.</td>
</tr>
<tr>
<td>EA&amp;GA (Publication III)</td>
<td>Optimizing the algorithm according to the characteristics of the search space.</td>
<td>The EA uses the mutation operator only to mutate one individual. The GA uses the standard genetic schema. Both algorithms calculate fitness values using a three-phase evaluation schema. Both are implemented in C++.</td>
<td>BRITE Software Router generator. The largest test setup had 80 application components and 240 networking nodes.</td>
</tr>
<tr>
<td>EA (Publication IV)</td>
<td>EA feasibility studies in real world settings.</td>
<td>Integrated as a component of the REACHeS infrastructure. The EA is implemented in C++ and integrated using Java wrappers.</td>
<td>Tested using a real networking environment consisting of 30 resources and a media player application consisting of 3 components.</td>
</tr>
</tbody>
</table>

registry of network resources and performs a matchmaking functionality, which implies finding matches between the discovery requests and the service descriptions stored in the registry. The resource management component is responsible for monitoring the availability and the utilization of the network resources, as well as leasing them to application users. The application composer is the key component that uses the automated composition algorithms to optimally produce a concrete application using the service instances that match the functionality specified in the description.

The automated composition mechanisms, whose prototypes are presented in Publica-
tions I, II and III of this thesis, solve the so-called application allocation problem. This problem is based on an application and a platform model that are formally described as connected graphs. The application model captures the application’s topology. Each node of this graph represents an application service. Communication between two services is modeled using graph links. The elements of the application model can have multiple properties which specify a non-functional service or link requirements, such as computational resources, up or downlink channel capacity and memory demand. The platform model represents the application execution environment. That is, the platform model’s graph topology represents the network topology. It is assumed that each host is able to communicate with all other hosts in the network, therefore the platform is represented with a fully connected graph. Each host can allocate a group of application components, if the hosts’ resource constraints are satisfied. These constraints determine, for example, the maximum memory, computation resource and other properties.

The number of properties affect the performance characteristics and the efficiency of the composition mechanism, as a greater number of properties cause the increased computational load and memory consumption of the mechanism. The prototypes of automated composition mechanisms (Publications I, II and III) differ in the number and the types of the supported properties. For example, the SEA and MGA prototypes (Publications I and II) supported 5 properties per model. In contrast, the EA & GA (Publication III) is a generic solution which supports multiple number of properties. This prototype was evaluated with 6 and 10 properties per model.

A composition mechanism uses the application and platform models as an input in order to produce a deployment plan. The deployment plan determines the optimal mapping of the application services onto the resources from the platform model. This mapping is subject to multiple constraints. The optimality of the plan is determined by an objective function. The SEA and MGA algorithms (Publications I and II) support the fixed objective function, while the EA & GA (Publication III) support the objective function which can accommodate new objectives without redesigning the algorithm’s code.

The SEA, MGA and EA & GA prototypes (Publications I, II and III) were evaluated as standalone tools using synthesized datasets produced by the proprietary graph generator (the SEA and MGA prototypes), while the third-party network emulation software tool, BRITE, was used to evaluate the EA & GA prototype. In contrast, Publication IV reports the experiment which evaluated the EA algorithm when it was integrated into an existing infrastructure for application composition. This experiment
was performed in a real network with concrete devices.

Next, the prototypes and experiments are presented and discussed in detail.

### 5.1.1 The straightforward evolutionary algorithm (SEA)

The first algorithm was designed using the classical evolutionary computing schema described by Michalewicz and Fogel [70]. This algorithm is based on such evolutionary operators as tournament selection, one-point crossover and multipoint mutation. The platform model constraints are enforced using a penalty function and a fixed objective function is used to evaluate the potential individuals. This algorithm preserves population diversity by generating random individuals in the initializing phase and also by using a mutation operator after the population initialization. The algorithm was implemented as a Java standalone tool.

For benchmarking purposes, the author designed an algorithm that was based on a greedy allocation schema. This algorithm produced solutions by iteratively choosing an application component with the highest resource demands and allocating it to the node with the biggest resource capacity. The greedy algorithm handled the application and node constraints iteratively, one by one. Both the SEA and the greedy algorithm were evaluated for their performance and quality of search characteristics using synthesized datasets. To do so, we designed a proprietary solution for synthesizing application and platform models randomly.

The algorithms were compared empirically on relatively small datasets; in the largest case 10 application components were allocated onto 26 nodes. The small sizes of the experimental datasets were due to the fact that the performance of both the SEA and the greedy algorithm were poor and, therefore, unfit for runtime application composition (see Publication I for details). Moreover, the greedy algorithm was highly unstable, and suffered from frequent failures on larger datasets, in some cases finding solutions in only 5 per cent of the algorithm executions. Although the SEA outperformed the greedy algorithm in terms of robustness and quality of solutions, its computation times were of considerable magnitude (tens of minutes). As we established when analyzing the results, the reason for the time inefficiency lies in the SEA’s diversity preserving mechanism which requires the algorithm to operate with large populations, usually of 150-200 individuals, to avoid premature convergence. Another drawback was the large number of algorithm parameters which we had to tune empirically through a series of experiments.

At the time of designing the SEA, we compared this algorithm with the standalone
solutions found in related work. The Sekitei [71] and Sekitei 2 [72] algorithms are AI-based solutions which aim to reduce the computational load of networking hosts, satisfy various QoS requirements, and improve the throughput using a dynamic service deployment approach. Although suitable for solving the application allocation problem, both algorithms focus exclusively on network applications where components produce or consume data streams. Similarly, CANS [73] focuses on network applications which can be composed as a direct sequence of components (i.e. sink-source chains). CANS optimizes various application-related metrics (e.g. overall throughput). AIRES [74] is an application allocation algorithm that is used to minimize hardware requirements during software design. However, AIRES computes application allocation statically, i.e. at the application design time.

Solutions such as DecAp [75], Hadas [76] and [77] introduce distributed algorithms. DecAp [75] focuses on improving the availability of distributed systems where network hosts are mobile and hence unreliable. The DecAp solution introduces the notion of partial visibility, i.e. it assumes that each host can access only a part of the overall network. DecAp allocates components according to the constraints imposed by partial visibility. Hadas [76] employs automated agents to negotiate about resource demands and leases for application composition. What makes Hadas unfit for application composition is the unpredictability of the negotiation process’ duration, which depends entirely on agent behavior. A promising solution has been proposed by Andrzejak et al [77] which focuses on algorithms for automated systems management. However, to date, these algorithms have not been implemented.

As a conclusion, we found our approach to be promising and suitable for automated application composition, although, the algorithm designed had to be modified in order to improve the performance.

### 5.1.2 The micro-genetic algorithm (MGA)

The aim of this prototype was to address the drawbacks of the SEA, as well as to analyze the characteristics of the application allocation problem in more detail. In particular, we focused on improving the performance. This prototype used a micro-genetic schema [9] which is known for its low computational load. The main difference between this schema and the SEA algorithm lies in their diversity preserving methods. Unlike the SEA, which preserves diversity using only the mutation operator, the MGA relies on external memory and population reshuffling techniques. This simplifies the MGA’s
design, and allows smaller populations with less than 10 individuals. The MGA is structured in two cycles, namely an external and an internal cycle. The external cycle controls the algorithm’s memory, checks the stopping criteria, and restarts the internal cycle. The internal cycle resembles a classical evolutionary algorithm in miniature, as the MGA deals with a few individuals only. In addition, the MGA has two crossover schemes and two mutation operators to enable a faster convergence of the algorithm. Both algorithms, the MGA and the SEA, use the same penalty and objective functions. The MGA was implemented in Java as a standalone tool.

The MGA was compared empirically with the SEA algorithm on synthesized datasets. The largest dataset contained 16 application components and 32 platform nodes. Additional constraints were introduced in order to evaluate the performance of these algorithms. The results demonstrated that the prototype’s goal had been achieved. The MGA’s computational times were better, and its efficiency was the same as or better than that of the SEA, which is to say that the MGA found solutions of the same or higher quality. In terms of robustness, the MGA also demonstrated better results (see Publication II, Figure 8). The MGA was able to find solutions within a specified time period and failed less frequently than the SEA.

However, the experiments revealed that the search space in the application allocation problem does not contain information about the order in which the algorithm should sample the solutions. Moreover, the values of the objective function varied between neighboring solutions, and were independent of each other. The MGA’s computational times were already in the magnitude of a few minutes. However, smaller computational times were needed for the algorithm to be used in a real-time application scenario.

When analyzing the MGA’s design and performance, it should be mentioned that although the MGA’s models are similar to those found in related work (e.g. [71, 72, 74]), additional constraints, called ‘affinity constraints’, were introduced. These constraints restricted the allocation of certain application components to certain hosts. At a coarse grain, this resembles the ‘partial visibility’ approach proposed in [75], but the latter approach uses these constraints in order to model the topography of mobile and adhoc networks. In the case of MGA, affinity constraints serve the need of application designers and also application users to adapt the allocation of application components according to their requirements. Other existing solutions, such as [5, 77, 78], were not capable of handling these kinds of constraints.
5.1.3 Modified evolutionary (EA) and genetic algorithms (GA)

The aim of this prototype was to achieve additional performance by exploiting features of the search space which had been discovered earlier. In addition, our goal was to make our algorithms generic, i.e. remove the need to tailor their models based on the type of application. Such algorithms can handle any number of properties as well as support new objectives without redesigning the code. Another goal was to integrate a third-party network emulation software tool to synthesize the datasets for experiments. The decision to abandon our proprietary synthesizer was due to the fact that our synthesizer produced datasets with slightly oscillating characteristics. Although all the parameters of the datasets were picked randomly, from specified value ranges, the resulting quality characteristics were oscillating around certain dataset sizes, as shown in Publication II (Figure 7). Hence, another tool had to be used.

In this prototype, two algorithms were proposed, the modified evolutionary algorithm and the genetic algorithm. The evolutionary algorithm had a very simple design, as no population was used. Indeed, the algorithm relied only on the mutation operator, and iteratively mutated one individual. However, the modified EA was expected to demonstrate higher performance at the expense of lower quality solutions. In contrast, the previously designed MGA and SEA were population-based algorithms. The second algorithm (modified GA) applied standard genetic operators, and cyclically evolved a population of individuals. These operators were: tournament selection, uniform crossover, multipoint mutation and elitism. The GA was expected to yield higher quality solutions at the expense of increasing computational times.

However, the main difference, compared with the earlier designed algorithms, lies in the evaluation schema for comparing the individuals. The new schema was designed in order to treat the application allocation problem treated as a hybrid search problem. That is, the new schema simultaneously combined the features of both constraint satisfaction and optimization problems. The schema worked as follows. First, the algorithms had to satisfy the platform constraints, until a valid solution was found (i.e., a solution which did not violate any constraint). After that, the algorithms had to optimize the objective function (subject to the stopping criteria). This approach made it possible for us to reduce the complexity of the search problem while supporting many optimization objectives without redesigning the code.

We implemented these two algorithms in C++ (as standalone command-line tools)
and used the BRITE network emulation software tool [10] to synthesize larger application and platform models. BRITE was chosen due to being widely accepted in the scientific community as a de facto standard tool at the time of these experiments. The two algorithms were empirically evaluated for performance and other characteristics while increasing the number of model properties and model sizes. Due to incompatibility issues, these algorithms were not compared with the earlier designed prototypes. First, the EA and the GA algorithms were tested while increasing the number of properties. Unlike the previous prototypes, these two algorithms were designed in C++.

The largest models we experimented with had 80 application components and 240 platform nodes. It should be noted that similar experiments in the related work operated with models of much smaller sizes (e.g., 20 components in the COCOA experiments [22]). The algorithms were also tested using models with 6 and 10 properties. The GA demonstrated slower performance in the cases used; however it produced solutions of higher quality than those found by the EA. In addition, the GA was more robust, and its failure rate was almost half that of the EA. Despite this fact, the EA’s main advantage was its exceptionally short computational times (on average 17 times faster than the GA’s). The conclusions of the experiments were the following. The utilization of the GA is better for finding initial application allocations (as it produces higher quality solutions), while the EA is more suitable when an application has to be reallocated (as the EA’s search speed is faster). In addition, both algorithms suffered similar performance drops when the number of model properties was increased. The number of properties affected the complexity of the search problem, making it more and more complex, which consequently led to longer computational times. The design of these algorithms achieved its main goal: the algorithms’ performance was acceptable for application allocation in real-time systems as their computation time was in the magnitude of milliseconds.

The main difference between these two algorithms and contemporary existing solutions (including our earlier designed prototypes) was mainly in the models used. Our algorithms operate with models in which additional properties and objectives can be added without redesigning the code. This means that the platform and the application models are not associated with a fixed number of properties.
5.1.4 Evaluation of the EA with the REACHeS infrastructure

Although the EA and GA algorithms demonstrated performance and quality characteristics that were acceptable for the application of these algorithms in a real-time system, this conclusion was based on the evaluation performed only with synthesized datasets, i.e. no experiments were performed in real world settings. Therefore, the next goal was to evaluate a chosen composition algorithm when integrated as part of an existing infrastructure for application composition. The EA was chosen for this evaluation due to its excellent performance and very low computational load.

The algorithm was integrated as part of the REACHeS infrastructure [11] which is responsible for managing resources and for supporting communication between resources, Web Services and mobile clients. REACHeS enables the utilization of a mobile terminal’s user interface to control a wide range of ubiquitous applications, which can be composed dynamically of service components. In addition, a multimedia player application was implemented and integrated with REACHeS. This application supported various types of multimedia content rendered on wall displays remotely. This application consisted of three components: a remote control user interface (deployed onto a mobile terminal), a multimedia player user interface (deployed onto a PC) and a multimedia container service (deployed onto a Web service).

The application composition was triggered by end-users and was performed in two phases, as follows. In the first phase, REACHeS searches for the available nodes in the vicinity of the user (i.e. in the same physical location) and on the Internet. The result of this phase, the list of discovered nodes, is returned to the EA, which produces the application configuration during the second phase. This application configuration is the allocation of application components onto the discovered nodes according to multiple constraints and optimization criteria. Finally, REACHeS completes this application configuration by binding the required resources to the application. At this point, the user can start interacting with the application and REACHeS dispatches the user’s commands, and other events sent between the application components. Details of how REACHeS coordinates and manages resources and applications can be found in [11].

The prototype of the application composition system was evaluated for performance and the latency caused by different services of the prototype. The goal of this evaluation was to analyze the factors that contributed to latency, while increasing the number of available resources. Another goal was to identify possible bottlenecks in the design. The
EA algorithm, implemented in C++, was integrated into REACHeS using Java wrappers. The network resources consisted of PCs connected to REACHeS. The latencies and the performance were measured during the presence of an increasing number of resources. The maximum number of simultaneously available resources was 30. As the experiment revealed, the algorithm execution latency dominated the other application composition processes, such as service discovery and various communication delays. The overall latency was below 100 ms, and this result was found acceptable according to the recommended response times for the UI design [79].

It should be noted that, unlike the contemporary frameworks and solutions focusing on task-based computing [5, 22, 28], this prototype was fully implemented, including middleware components, the user interface and the multimedia application. Details of the UI and the application were presented in Publication V of this thesis.

5.2 Prototypes for interactive application composition

The second research theme of this thesis is related to interaction methods for application composition which allow users to provide their preferences, and control various aspects of the application composition. This research theme corresponds to the objective of this thesis that can be restated as ‘the construction of a fully functioning system prototype that provides appropriate user interfaces to enable user control for application composition, and the evaluation of this prototype in a series of user evaluation experiments’. As part of the thesis project, the author developed several system prototypes for interactive application composition, which were evaluated in a series of user experiments. Table 2 shows the relationships of the publications and the prototypes for interactive application composition along with their research goals and the most distinguishing characteristics.
Table 2. The system prototypes developed in this thesis.

<table>
<thead>
<tr>
<th>Prototype</th>
<th>Design Goals</th>
<th>Design Description</th>
<th>Experiments</th>
</tr>
</thead>
<tbody>
<tr>
<td>Automated Composition in</td>
<td>Constructing a fully-implemented</td>
<td>The prototype was implemented in Java and integrated into REACHeS.</td>
<td>The user experiment with 10 participants demonstrated feasibility and usability of the prototype.</td>
</tr>
<tr>
<td>REACHeS (Publication V)</td>
<td>prototype which relies on a physical user interface and automated composition mechanisms.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>CADEAU (Publication VI)</td>
<td>Constructing a prototype which provides three user interaction methods for application composition.</td>
<td>The prototype is implemented in Java and C++, uses Web Services and is integrated into REACHeS Infrastructure.</td>
<td>The user experiment with 30 participants identified the factors and the contexts which affect the user’s decision to rely on a certain interaction method.</td>
</tr>
<tr>
<td>iCompose (Publication VII)</td>
<td>Constructing a prototype which utilizes various user contexts for application composition.</td>
<td>Implemented in Java using the Ruby on Rails Framework, Web Services and REACHeS Infrastructure.</td>
<td>The user experiment with 21 participants analyzed users’ attitudes towards utilization of context in application composition. The iCompose approach to deal with context was found acceptable.</td>
</tr>
<tr>
<td>MEDUSA (Publication VIII)</td>
<td>Design and evaluation of the middleware for end-user application composition.</td>
<td>Partially designed using available open-source technologies.</td>
<td>Evaluated in a user experiment with 3 users that demonstrated feasibility of the end-user application composition approach and suggested possible applications for the prototype.</td>
</tr>
</tbody>
</table>

The prototypes described in this section rely on a physical user interface to enable users to control the composition process which governs the life-cycle of applications (the process is described in detail in Section 2.2). While the automated composition
prototype, CADEAU and iCompose (Publications V-VII) focus on providing various interaction methods for application composition, the MEDUSA prototype (Publication VIII) implements the middleware for end-user application composition.

The automated composition prototype (Publication V) presents the fully-implemented system for application composition, and provides the automated interaction method, which relies on the EA algorithm (described in Section 5.1.3) for computing application configurations. In this prototype, the user control was limited to triggering the composition process with certain preferences. The CADEAU prototype (Publication VII) extended this interaction method and introduced two additional ones: the manual and the semi-automated method. The latter relied on the EA algorithm while the former allowed the users themselves to choose the necessary resources by touching them. These methods also relied on the physical user interface. However, each of these methods was advantageous in some situations, and disadvantageous in others. That is, none of the methods could be used as the universal method.

The iCompose prototype (Publication VII) presented the interaction method which tackles this issue. This interaction method utilizes multiple contexts and provides users with greater flexibility in terms of control. However, these advantages come at the price of longer learning curves and greater complexity for users.

All of the prototypes were evaluated in a series of user experiments in real settings. The automated composition prototype (Publication V) was evaluated with 10 users, while CADEAU (Publication VI) and iCompose (Publication VII) were evaluated with 30 and 21 users, respectively. In addition, the latter two prototypes were evaluated using the focus groups, which represented either experts and novice users (iCompose), or experts, average and novice users (CADEAU).

The MEDUSA prototype (Publication VIII) differs from the above described prototypes, as it presents the middleware for end-user application composition. Although MEDUSA does not directly continue the research on interaction methods started in Publications V and VII, this prototype is still closely related to interactive application composition. In particular, MEDUSA targets the issue of involving end-users during the scenario definition phase of the application composition process. For this purpose, MEDUSA provides the composition tool based on the physical user interface. This tool assists users in creating application scenarios which are later materialized during the composition phase. Users created applications by manipulating a set of service cards, where each card corresponded to an application service.
Next, we present the prototypes and discuss the user experiments and their results in detail.

5.2.1 The automated composition prototype

The goals of this work were to evaluate feasibility and user acceptance, as well as to study how user satisfaction and comfort levels are affected by the degree of autonomy of the system. The design of this prototype and its evaluation were essential in order to gain a better understanding of user attitudes towards the autonomy of the application composition system and the implications of user interaction. Although the research focused clearly on user-oriented aspects of application composition, this prototype for application composition was designed in a similar fashion to the prototype for experiments with the EA algorithm (see Section 5.1.4). The application composition in this prototype was automated, and relied on the EA algorithm for computing application configurations. Users triggered the application composition by touching an NFC-tag on a control panel, where each tag corresponded to a certain quality preference (as shown in Figure 5).

Then, the prototype performed a service discovery and computed the application configuration according to the quality level chosen by the user. After that, the application was composed and started: the system automatically deployed the user interface components on the mobile terminal and on a certain wall display, so that the user
could immediately interact with the application. The prototype also supported runtime adaptation, i.e. users were able to reselect (and recompose) the application while watching the video. The prototype relied on three types of resources, wall displays (each controlled by a separate PC), media servers (which hosted the video content) and mobile phones (which were used as remote controls).

The prototype was evaluated with 10 users who represented pro-technology individuals. The setup of the experiment was the same as in the experiment reported in Section 5.1.4. The users were given the task of watching a video file while becoming accustomed with the interaction method and the prototype in general. The main findings of this study were the following. The prototype was regarded as feasible, and the users suggested various typical situations where they would need to use such a system. This helped us to identify two characteristics of the environments where the automated system for application composition will be useful: first, these environments are characterized by a large number of available resources, and second, these resources are not familiar to users, so that users experience problems when choosing suitable resources. The major finding was that the user’s feeling of being in control was the most important factor. As most test users reported, the interaction method implemented with this prototype failed to provide adequate user control and definitely was not the one-size-fits-all solution to all possible applications. In spite of generally positive opinions about our prototype, users pointed out multiple drawbacks of limiting the system’s applicability only to a few scenarios. We needed to design and study additional interaction methods to ensure wider applicability of our application composition approach.

At the time of this experiment, many system prototypes for automated application composition were available. However, only a few solutions were complete systems implementing user interfaces and tools, in addition to system components. Thus, we considered the following prototypes for comparison with our system: InterPlay [19], Sousa et al’s prototype [5], the STEER tool [21], and the Compose Tool [52]. Interplay and Sousa et al’s prototype use a similar approach for application composition, and they support composition by choosing and configuring services available in a user’s vicinity. However, Interplay uses a pseudo-natural language approach for composition, while Sousa et al’s work relies on a GUI. Moreover, Sousa’s approach focuses mainly on capturing application-related QoS preferences. In contrast, our approach relies on a physical interface to provide application-related preferences to the users. We consider a physical user interface to be a natural solution for this purpose,
as it has only a small learning overhead. Unlike Interplay or Sousa et al.’s work, we validated the feasibility and usability of our solution by organizing a user experiment.

Another two promising existing solutions are the STEER tool [21] and the Compose Tool [52]. Similarly to our approach, both solutions combine interactive user tools with automated composition mechanisms. This enables users to choose services for composition intuitively, while an automated composition mechanism creates interconnections between these services. In addition, the STEER tool features a set of widgets for introducing semantic versions of digital objects and services to the system.

5.2.2 CADEAU

The goal of this work was to study the balance between user control and system autonomy in application composition in various contexts, depending on the users’ needs and experience with new technologies. To achieve this goal, we designed a prototype supporting three interaction methods which differed from each other in the degree of user involvement in the control of the application composition. These methods were offered in order to let the users choose the most suitable means of interaction according to their needs. The prototype was evaluated in a user experiment which aimed to address the question of system autonomy, i.e. the issues that users allow the system to take decisions on. The ultimate goal behind the design and evaluation of this prototype was to create an interaction method which can be tailored to the users’ expertise and their willingness to delegate control to the system. Using such an interaction method, the users themselves could specify the tasks that they want to delegate to the system, and the tasks they prefer to control manually.

The CADEAU prototype supports the composition of applications of resources and Web Services. Similarly to the other prototypes for interactive application composition presented in this thesis, CADEAU has been built upon the REACHeS infrastructure [11], which provides the communication and Web Service remote control facilities, as well as performing service discovery and allocation of resources. CADEAU extended the basic composition and decision-making mechanism used in REACHeS and, additionally, provided three interaction methods for controlling the composition process. These methods were manual, semi-automated and automated. Figure 6 demonstrates how these methods are arranged according to the levels of user involvement and system autonomy that the methods provide. The idea behind providing three interaction methods at the same time was motivated by the users’ need to switch from one interaction mode to
another, as required by the situation in the environment, the application that is being composed and the users’ individual requirements.

These interaction methods worked as follows. CADEAU’s manual method addressed the users’ wish to fully control application composition. This method allowed the users themselves to choose the required resources by touching the associated NFC tags with a mobile terminal. The semi-automated method allowed users and the system to control the application composition together. The method relied on the EA algorithm to generate dynamically a list of possible application configurations on the user’s mobile terminal. Users first browsed and previewed these configurations, and then chose the one they preferred using the mobile terminal’s UI. CADEAU’s automated method was suitable for situations where users do not want to control application composition, and prefer to delegate this task to the system. When this method is used, the application is composed, configured and started automatically, without involving the users. For the purpose of demonstrating the capabilities of the CADEAU prototype, we designed a smart newspaper application which was also used for the user evaluation study. This application allows users to acquire various multimedia content by touching tags embedded in a newspaper. Then, users could browse and play the chosen content on an external display while controlling the playback using the mobile terminal as a
remote control.

The design of the prototype was followed by a major user evaluation involving 30 individuals with various backgrounds and previous experience with technologies. The main goal of this user study was to evaluate the tradeoffs between user control and the autonomy of the system dictated by the users’ needs, situation and expertise. To achieve this goal, we compared CADEAU’s interaction methods, and analyzed the various factors that contribute to the users’ comfort level and feeling of being in control in different contexts. Each participant in the user study was asked to compose the CADEAU application using different interaction methods. The main findings of the study were the following. The manual interaction method was preferred when users wished to hide their multimedia content in the presence of other individuals. This method was also preferred when the environment and its resources were well known to the users (e.g. in one’s office). The manual method also provided higher levels of user control and confidence. In general, users expressed similar preferences towards the semi-automated and the automated methods (details are presented in Publication VI). For example, these methods were preferred in situations where users were new to the environment or when the system’s behavior was predictable. However, the semi-automated method was given preference if users wished to hide their intentions (e.g. when they aimed to discretely use public resources in the environment). As anticipated, the study confirmed that users’ preferences towards these three methods varied, i.e. none of these interaction methods clearly dominated the others in any situation.

CADEAU’s main research theme, the issue of balancing control between users and the system, has been addressed in several research prototypes. For example, Vastenburg et al. [80] developed a prototype to study and analyze a user willingness to delegate control to a proactive smart-home application. They developed a user interface for an atmosphere control application which had three modes of interactivity: manual, semi-automatic and automatic. However, their prototype was created using the ‘wizard-of-oz’ approach, i.e. the system’s behavior and reactions were remotely activated by a human observer during their user study. Vanderhulst et al. [81] designed a meta user interface for runtime control of task-based applications through which users could manage their task execution, switch between tasks and perform ‘personalized’ service discovery. Hardian et al. [68] also studied the issue of balancing user control and autonomy. Their work suggested providing the user with control through explicit exposure of the system’s logic and the context used for application adaptation through a user interface. However, the approaches presented by Vanderhulst et al and Hardian et al
focus exclusively on context-aware systems, whereas our solution allows application composition.

5.2.3 iCompose

The work on the iCompose prototype aimed at studying the context-aware composition of multiuser applications. Although the main goal was to develop and evaluate a user interface for controlling context-aware application composition and the runtime environment, this work also addressed the various technical feasibility issues of the approach. Indeed, the iCompose prototype was the most ambitious undertaking among the earlier prototypes, and its design required resolving multiple technical challenges such as multiuser interaction, distributed reasoning, context utilization and decision-making for composing and adapting applications.

Although the iCompose prototype was based on the REACHeS infrastructure [11], the prototype’s design was a departure towards a generic architecture for context-aware composable applications. In addition, rather than using allocations algorithms, iCompose delegated decision-making to a distributed context reasoner. This change served two purposes. First, it separated context processing and management functionalities from application logic, and thus simplified the design of applications and the prototype components utilizing these functionalities. Second, supporting multiple composition processes simultaneously enabled an independent composition process for each application. This prototype featured the iCompose interface, which provided user control for the application composition process. This process runs in the background and triggers the composition, and adapts the applications according to context changes. The iCompose interface relied on a traditional GUI on mobile terminals, and on a physical user interface. The physical UI allowed users to interact with the environment and the system. The GUI (shown in Figure 7) visualized the events and the context related to the application composition, while the physical user interface offered the means to control the application composition. The iCompose interface incorporated a context reasoner which supported decision-making processes utilizing various contexts, and, optionally, implemented the application logic of some applications. This design was motivated by the following issues. First, the system’s behavior has to be clear and unambiguous for users. Second, users should be given the authority to control the choices made (or suggested) by the system. Third, users should also be able to achieve their goals without the system’s assistance. The prototype was accompanied with the
QuizBlasters application, both for demonstration as well as for user evaluation purposes. The application was a context-aware learning application which combined the elements of a treasure-hunt and a multiplayer action game called Scorch.

The fully implemented iCompose prototype was evaluated in a user study with the goal of assessing the usability, control and feasibility issues of the user interface for context-aware application composition. The user study featured 21 individuals representing novice and advanced technology users. All users were given the same task, which was to compose an instance of the QuizBlasters application while becoming familiar with the composition interface. The participants generally expressed positive opinions towards the prototype and the composition interface. The behavior of the system was reported as being ‘as expected’, and thus users raised only a few concerns related to context-aware features of the prototype. Most reported issues were linked to privacy and trust, which were within the scope of this prototype’s design.

The existing composition approaches utilizing context and various context-aware mechanisms to carry out application composition and adaptation can generally be categorized into advanced context-aware systems and systems with basic support for context-awareness. The first ones are elaborate solutions utilizing a wide range of context types, and providing advanced functionalities such as context provisioning, context monitoring, service discovery and context reasoning. The second group focuses mainly on formal aspects of context-aware application composition, particularly on context modeling, context processing algorithms and specification of context-aware resources.
Example solutions with advanced context-aware support are presented in [82–85]. Bottaro et al [82] developed a system for automated policy-based application composition and adaptation which targets late-binding and user mobility issues. Late-binding and self-adaptation are the motivations behind MUSIC [84], a middleware for planning-based application composition. Focusing on utilizing the context provided by mobile devices, Hesselman et al [83] presented a composition approach that is tightly coupled with a service discovery and rule-based inference engine for interpreting context, and matching discovered devices. In contrast, the approach of Zhou et al [85] uses the rule-based reasoner to implement application logic and decision-making for application composition. Their solution targets the composition of pervasive Web Services. Examples of composition approaches focusing on formal aspects in context-aware composition are presented in [50, 86–89]. The solutions offered by Ben Mokhtar et al [86], Preuveneers & Berbers [87] and Zhang et al [50] address resource-awareness, late-binding and user mobility and perform dynamic application composition and adaptation using a semantic-based matching engine. Concentrating exclusively on user mobility, the PICO middleware [89], supports application composition and adaptation through semantic and syntactic matching. In contrast, the Diadalos architecture [88] targets personalization issues in application composition and includes multiple services for collecting and processing this kind of context.

The iCompose prototype can be categorized into the advanced context-aware systems group as it supports a wide range of context types, and provides context provisioning, reasoning and service discovery. Unlike related work solutions, iCompose focuses exclusively on interactive application composition, and features a context-aware physical user interface.

5.2.4 MEDUSA

Although this work continued the interactive composition research, the MEDUSA prototype represented a move towards end-user application composition. Indeed, the goal of this work was to enable the users themselves to create and customize simple applications from the available resources discovered in the users’ vicinity. In contrast, our previously developed prototypes support only the composition of applications which were designed by application programmers. With a view to end-user application composition, the prototype focused on the following two issues: an application composer which enables end-user composition, and the interoperability of service discovery,
service descriptions and service communication.

MEDUSA consisted of a composition tool for encoding user intentions into applications, a set of interfaces for controlling application composition, and the underlying middleware. The composition tool was based on the puzzle metaphor as follows. Each ubiquitous environment provides a set of cards which are associated with the service instances available in the environment. Each service is represented with a paper card with a graphical icon on one side, and with an NFC tag attached to the other side as shown in Figure 8. Users arrange these cards into different application structures which are then read by touching them with an NFC-enabled mobile phone. After specifying the application structure, users need to create control and data dependencies between the services using the mobile phone-based assistant. Then, the application has to be composed or, in other words, completed using concrete service instances. In other words, the services constituting the application have to be found and matched at runtime to the service instances available in the environment. This process is controlled through a set of user interfaces, including manual, semi-automated and automated interfaces. MEDUSA relies on exactly the same set of control interfaces as those which were developed for the CADEAU prototype. The last component of the MEDUSA prototype is the underlying middleware, which provides the necessary functionality for application composition, and enables interoperability between the basic elements of the environment, i.e. heterogeneous devices, platforms and networks. The MEDUSA middleware was designed using various open-source solutions.

We evaluated MEDUSA’s end-user composition tool in a small-scale user experiment. The purpose of this experiment was to study the feasibility of the approach, and also
understand the types of application scenarios that can be created using MEDUSA’s tangible composition tool. This brief experiment helped to identify the four most promising application domains (home, office, hospital and learning) where the composition tool was especially useful. Moreover, the experiment revealed that some sort of user motivation mechanism has to be designed in order to compensate for the learning efforts required of the users (see Publication VIII, page 13). Another result was the confirmation of our assumption that users need to be able to create and develop their own services, thus expanding their roles from end-users to service developers.

The end-user application composition presented in the MEDUSA prototype is related to research done in many different fields from composition middleware to graphical interfaces and editors for application composition. The prominent solutions featuring editors for end-user composition were proposed by Wisner and Kalofonos [52], Newman et al [20], Humble et al [18, 57], Mungellini et al [32] which we discussed in Section 4.1. However, none of these solutions offers a user interface for controlling application composition at runtime. Such support is required to ensure that users have a feeling of control over the environment, which is the major factor that affects user acceptability of application composition prototypes [90]. Also, unlike MEDUSA, the aforementioned solutions do not focus on supporting interoperability for service discovery, service descriptions and service communication.

5.3 Summary

This chapter discussed eight prototypes which were developed as a part of this thesis project. The prototypes were presented around two research themes: automated and interactive application composition. Likewise, we classify the main research results.

The automated application composition prototypes achieved the following results. These prototypes demonstrated that the performance of the developed composition mechanisms was acceptable for utilization in a dynamic environment. That is, the performance of the most recent prototype was in the magnitude of milliseconds. These results were supported by the evaluation of the final prototype (the EA & GA) using synthesized datasets, and in a real networking environment. In this sense, Publication IV produced the most interesting results, as it presented how the composition mechanism works when integrated with the system for application composition.

Another important result was achieving the flexibility of composition mechanisms, i.e. the ability to take into account new optimization objectives, and additional application
and platform model properties without redesigning the mechanism’s code. This ability is necessary in order to ensure the applicability of the composition mechanisms in various application scenarios. However, this feature impacts the performance. As demonstrated in Publications III and IV, introducing additional constraints and model properties reduces the performance of the composition mechanism. Designers need to balance this trade-off when creating application composition systems.

The interactive application composition prototypes achieved the following results. The prototypes validated and demonstrated the feasibility of application composition. The user experiments (presented in Publications V-VII) confirmed the feasibility of the approach, and provided the author with lots of useful application scenarios and ways of utilizing these prototypes in the real world. However, the author had to spend a considerable amount of time on building the fully implemented prototypes and demo applications so that they could be evaluated.

In addition, the prototypes presented in Publications VI and VII studied the balance between user control and the system’s autonomy in different contexts. These prototypes proposed several interaction methods which are based on a physical user interface. These methods were designed to differ in how much the users were involved in the control of application composition. The CADEAU prototype (Publication VI) presented the semi-automated and manual interaction methods, in addition to the automated method developed earlier (Publication V). The iCompose prototype introduced an interaction method which was capable of adapting itself to user needs and the context. As demonstrated during the experiments with iCompose prototype, this method showed a higher degree of user control and a more pleasurable user experience.

Another result was the middleware and the physical end-user composition tool developed as part of the MEDUSA prototype (Publication VIII). This work demonstrated that users should be involved also during the scenario definition phase of the application composition process. This allows the users themselves (rather than application designers in other prototypes) to outline applications as necessary. The user evaluation of the initial prototype supported the feasibility of this idea, though more extensive user evaluation is required to validate the prototype.
6 Discussion

In this thesis, we addressed the topic of composing ubiquitous applications. Focusing on the enabling infrastructure, we considered various composition mechanisms and interaction methods for controlling application composition. We presented the background to this thesis, ubiquitous computing, and an overview of application composition. With a view to providing a unified view of the thesis’ topic, we considered two categories of approaches: automated and interactive application composition. We discussed the advantages and drawbacks of each of these categories. We presented the contribution of the thesis which is comprised of eight publications (explained in Section 1.3). We then analyzed them and compared with the related work.

6.1 Revisiting thesis statement and research objectives

Now, we may return to the thesis statement introduced in Section 1.2 and consider how the research, as presented in this thesis, addresses its objectives. We repeat here the thesis statement and the objectives for convenience: 'Providing a system which enables composing ubiquitous applications in a real-world setting'. The first objective of this research was the construction of an application composition mechanism which has to be evaluated for efficiency, accuracy, robustness and scalability. The second objective was the construction of a fully functioning system prototype that provides appropriate interaction methods to enable user control over application composition, and an evaluation of this prototype in a series of user experiments.

The first objective was achieved as follows. The author developed, implemented and evaluated three consecutive prototypes of application composition mechanisms. These prototypes rely on the theory of evolutionary and generic computing to enable automated composition mechanisms. These prototypes were evaluated in terms of their efficiency, accuracy, robustness and scalability using synthesized network topologies and were also evaluated when working in a real-world network. The evaluation of the most recent prototype (reported in Publications III and IV) has demonstrated that the composition mechanism is suitable for runtime application composition and adaptation.

The second objective was achieved as follows. The author designed and implemented four prototypes which provided various interaction methods for controlling application
composition at runtime. In particular, the most recent prototype, iCompose (described in Publication VII), utilized multiple user interface modalities (a graphical and a physical user interface), and various contexts to enable user control for application composition. All of these prototypes were evaluated through a series of user experiments involving novice and expert users. Notably, the user experiment with the iCompose prototype confirmed its feasibility, and the usability of the interaction methods, as well as user acceptance.

6.2 Main contributions

This thesis contributes with i) algorithms for automated application composition, ii) user interfaces for interactive application composition, and iii) implementation of concrete applications and verification of the prototypes in a series of user experiments. Each of these is discussed in more detail below, followed by a consideration of open issues and future work.

Algorithms for automated application composition. We have designed and developed several prototypes of algorithms and models for application composition, which are reported in Publications I, II, III, and IV of this thesis. These algorithms apply principles of evolutionary and genetic computation to optimize the composition of applications using services and resources. The composition is subject to various constraints (availability and characteristics of resources, application components’ resource demands) and user-specific criteria (such as minimization of communication overheads and maximization of QoS). The prototypes designed also include the graph-based models representing applications, their properties and the environment. The initial design of the algorithms and the models are reported in Publications I and II, correspondingly. The final prototype is described in Publication III. Unlike existing solutions at the time of publication, the final prototype has an extensive model which can be expanded to take into account additional properties, and constraints of applications and the environment. In addition, the model is generic and is suitable for describing multiple application domains. The algorithms have customizable optimization criteria, i.e. can be tailored according to the user’s goals, without modifying the source code of the algorithms. This feature allows the algorithms and the model to be used in different application domains, such as entertainment, and home and office automation. The implementation of these algorithms and their experimental evaluation using synthesized datasets demonstrated their efficiency, accuracy, robustness and scalability. In particular,
Publication IV reports on the successful utilization of these algorithms and models in two real applications, and this demonstrates both their feasibility and effectiveness.

*User interfaces for interactive application composition.* Publications V-VIII discuss the user interfaces that we developed, together with the prototypes of application composition systems. Publications V-VII present interaction methods for controlling application composition at runtime, while Publication VIII introduces a design approach and user interfaces for end-user application composition. We identified the need to design these interaction methods during the work on the automated composition prototype (reported in Publication V). Although that prototype performed application composition automatically, the composition was nonetheless initiated by the users. Therefore, the automated prototype needed an interface through which users could trigger the composition and specify their preferences. Our solution was to design an NFC-based control panel; the action of touching a tag triggered the application composition with a certain set of preferences. Later, we designed manual, context-aware and semi-automated interaction methods, as presented in Publications VI-VII. Based on this work, we argue that there is no one-size-fits-all solution, but rather a set of methods should be offered, so that users are able to choose the most suitable method depending on their needs, the application, and the situation in the environment. At the time of writing this thesis, the author was unaware of any existing interaction methods for controlling application composition at runtime.

*Implementation of concrete applications and verification of the prototypes through user experiments.* The requirement to verify the application composition prototypes in a real world setting is specified in the thesis statement. In order to meet this requirement, the system prototypes underwent user evaluation, as presented in Publications V-VIII. Each prototype was verified and evaluated in a series of controlled user experiments which assessed various aspects, including general usability, user acceptance, feasibility, and user control. We decided which aspects had to be assessed according to the goals of each prototype. For example, user control was the most prominent feature to be analyzed for the system prototype which utilized automated mechanisms for application composition. To date, these two issues, completeness of implementation and user experience, are rarely addressed in existing prototypes for application composition. Instead of tackling system-wide issues, researchers prefer to focus on various challenges related to certain components of their prototypes, including automated decision-making and modeling application composition.

Recent work on these issues in application composition has produced interesting
research results. For example, Mukhtar et al [91] and Lahmar et al [92] have developed a solution for automated application composition and adaptation. Their composition mechanism considers various constraints, including user preferences, resource capabilities and the heterogeneity of communication protocols. Their models utilize extended CC/PP description profiles [93] and conditional-preference networks for compact representation of conditional and qualitative user preferences relations and resource capabilities. Moreover, their composition mechanisms support adaptation to certain contexts, such as changes in resource supply and user preferences.

6.3 Open issues

There are several issues which we only touched on or did not consider at all in this doctoral thesis. As such, this work does not directly address the issues of middleware interoperability for ubiquitous environments. Ben Mokhtar [94] specifies two kinds of middleware interoperability required for application composition: service discovery, and service communication protocol interoperability. The first kind of interoperability is required to overcome the semantic heterogeneity problem which occurs when several systems are using different description languages for information exchange [95]. Semantic heterogeneity entails incompatibility due to differences in the content, as well as in the way the same concepts are described. The second kind of interoperability is needed to overcome heterogeneity among various protocols used for service discovery and service-to-service communication.

We addressed the first kind of interoperability in the MEDUSA prototype (presented in Publication VIII) which uses ontologies to solve the semantic heterogeneity problem. Ontologies make it possible to model applications, services, resources, their properties and possible relationships using a common explicit specification of concepts (called ‘upper ontology’), thus enabling communicating parties to search and match application concepts even if these concepts are described in different syntaxes. However, we resolved the second kind of interoperability only partially. For this purpose, we designed our prototypes for application composition (reported in Publications V-VII) using the REACHes infrastructure [11] as a basis. REACHes was originally designed as a solution for universal control in ubiquitous environments. REACHes connects various ubiquitous resources and mobile terminals together using Internet browser technology. One could say that REACHes enables interoperability for devices equipped with Internet access that are capable of communicating using some common protocol like HTTP.
or SOAP. REACHeS connects and manages these devices, thus forming the resource pool that can be used to compose applications. Although the design and evaluation of the prototypes (reported in Publications V-VII) have demonstrated that this solution was sufficient for the needs of this thesis, additional work is required to achieve full interoperability of communication protocols. In general, this issue can be resolved by using various auxiliary components injected into communication paths, such as adapters and translators. Adapters implement the communication functionality of both senders and receivers, thus creating explicit mappings between various communication protocols. In contrast, translators implement only the communication functionality of senders. The former approach is presented, for example, in [96], while the latter is used in the ANSO architecture [97].

Two other issues that we did not address thoroughly are trust and privacy for ubiquitous applications. Trust is an essential feature, particularly for user-centric ubiquitous systems which are capable of making decisions on the users’ behalf. We first recognized the importance of trust when we evaluated our automated prototype (Publication V), and later studied trust in the CADEAU prototype (Publication VI). We found that trust is a complex and multifaceted issue, interwoven with several factors: user expectations towards system behavior, user familiarity with the ubiquitous environment, the presence of other people in close proximity, and so on. For example, trust is high if the automated system behaves as anticipated by the users, otherwise it is low. This finding is also supported by Vastenburg et al [80], Hardian et al [68] and Dey at al [98]. We also noticed that trust is linked to psychological factors; the presence of other people (e.g. in a public space) directly influenced user confidence, so that users were afraid to try the system if it might cause some embarrassing situations (e.g. a break in silence). This is also related to user familiarity with the ubiquitous environment; the location and availability of resources, and the premises in general. We found that users were cautious and uncertain when introduced to a new and unknown place. Finally, trust is related to user confidence with various technologies, and their social acceptance. The acceptance of NFC, RFID and related ubiquitous technologies is addressed in [99, 100].

Privacy, like trust, directly affects the feasibility and user acceptance of ubiquitous products. Privacy in ubiquitous applications requires resolving multiple issues related to collecting, accessing and disseminating the users’ personal data, as well as dealing with sensitive content or applications in public environments [101–103]. Although our prototypes did not focus on privacy, we revealed some issues during the user evaluation experiments reported in Publications V-VII. For example, our users were concerned
about being able to hide their intentions, like preparing to use certain resources with an application, in public environments or in close proximity to other individuals. Users voiced a similar concern when they wished to hide sensitive applications or content (e.g. when browsing a family photo album in a cafeteria). In these two cases, privacy was the main factor behind the users’ choice of the manual control interface for application composition. In other words, our prototypes allowed users to enhance their privacy by choosing the control interface that suited their needs and the situation. This is also supported by Hardian et al [68], who suggested using explicit manual control for privacy-critical applications.

Still, the mainstream research dealing with privacy in ubiquitous applications focuses on the other aspect of privacy, i.e. collecting, accessing and handling the users’ personal data [104–107]. Various protection strategies can be used to address these issues, including reducing the amount of private data being disseminated, reducing the amount of private data being collected and stored, privacy preserving data mining techniques, and controlling access to private data [108]. The first strategy in particular looks very promising. Indeed, the iCompose prototype (Publication VII) is based on a distributed reasoning mechanism which can be used to implement this kind of protection strategy. This reasoning mechanism allows private data to be processed in the users’ own mobile terminals, thus reducing the need to disseminate private data to other computing nodes.

6.4 Future work

We have identified several promising research directions which could pave the way for future work. The first interesting research topic is related to incorporating various resource management mechanisms for ubiquitous environments. As we noticed when designing and evaluating the iCompose prototype (Publication VII), interaction flows involving multiple users simultaneously lead to situations where additional mechanisms are required to handle: i) concurrent access to resources and conflict resolution, ii) user mobility and handoffs, iii) control of QoS and degradation of resource properties and, iv) incorporating various policies for the optimization of resource usage. Tackling these issues increases the overall quality of service and the availability of resources [109]. These issues can be addressed by a resource management mechanism which is tightly coupled with a resource and service discovery engine, and processes the requests of both applications and users to gain access to certain resource instances in the smart environment. For example, the application composition system presented in this thesis
would benefit from incorporating an existing resource management solution, such as MetaGlue [110] or ScreenSpot [111].

Another promising research direction concerns supporting application designers. So far, our research has mainly emphasized support for end-users, and particularly for run-time composition, adaptation and control. However, providing application designers with adequate tools and design methodology for fast-prototyping ubiquitous applications is essential for wide-scale adoption of the application composition concept. Such support can be offered in the form of a set of libraries or even as a complete application framework. Such a framework would provide tools for specifying a composite application, creating and editing rules that define the conditions for triggering composition and adaptation. Moreover, such a framework would simplify the utilization of new types of context and additional interaction modalities in composite applications. This framework could be based on existing solutions for context management and multimodal interface design, such as the Perception Framework [13], the solution introduced by Cadenas et al [112], or the OpenInterface Framework [113]. At a higher level, Sousa et al [114] present a design methodology which focuses on creating ubiquitous applications using application composition.
7 Conclusions

This thesis shows that ubiquitous applications can be created by using Web Services and different resources as building blocks. This approach is referred to as application composition. It is argued that this approach is better suited for ubiquitous applications than the traditional design approach. Indeed, application composition emphasizes i) combining resources and Web Services in many different ways to meet the requirements imposed by application designers, users and the environment, ii) reusing resources and Web Services as much as possible, and iii) reducing the complexity and the cost of application design and maintenance. However, the main motivation behind the research presented in this thesis is the requirement to support the user’s needs and everyday activities. Application composition promises to support this vision by choosing the appropriate set of resources and Web Services and their configuration as dictated by the users themselves, together with their needs and other contexts.

The application composition approaches studied in this thesis are classified into automated and interactive composition. Although these approaches focus on the same goal, i.e. supporting the user’s needs and activities, they differ in how this goal is achieved. Automated application composition adheres to the ‘minimum user distraction principle’, so that users can concentrate only on interacting with the application. Application configuration, management and provisioning tasks are performed by the system without involving the users. This is achieved by using automated mechanisms which make decisions based on the information available about the users’ activities and needs. Application developers create applications by specifying a template which describes how the application can be materialized. The system automatically discovers and chooses the appropriate services and other resources whose functionality matches the specified application template. The application can be executed after the services and resources have been allocated.

In contrast, interactive application composition enables the users themselves to specify their needs and achieve their goals. For this purpose, the system offers appropriate user tools for composing and controlling application execution at runtime. State of the art user tools are visual editors and graphical user interfaces, as well as solutions relying on physical interfaces and programming-by-example methods.

The automated application composition proposed in this thesis is based on four
prototypes (Publications I-IV). These prototypes range from those that rely on SEA and MGA (Publications I and II) to prototypes with a more sophisticated design which rely on the EA and GA schemas (Publications III and IV). The prototypes optimize the composed applications (the structure and the set of services) which are subject to multiple constraints and user-specific criteria. The prototypes designed also include the graph-based models representing ubiquitous applications, their properties and the environment. The most recent prototype (presented in Publications III and IV) has an extensive model which can be expanded to accommodate additional properties and constraints of applications and the environment. In addition, the optimization criteria can be tailored according to the user’s goals without modifying the source code. These automated application composition prototypes were evaluated for performance and other characteristics using synthesized network topologies and also when integrated into the application composition system. The thesis reports on the successful utilization of the developed prototypes also with real applications.

Interactive application composition is studied in this thesis using four prototypes (Publications V-VIII). These prototypes are fully implemented systems with applications. The prototypes enable user tools for interactive application composition which rely on GUIs and physical user interfaces and utilize various contexts. These user tools comprise interaction methods for controlling application composition at runtime, namely manual, context-aware and semi-automated interaction methods (presented in Publications V-VII). In addition, this thesis studies a design approach and UIs for end-user application composition, as presented in Publication VIII. It is argued in this thesis, that a set of methods is preferred to a single one-size-fits-all method, so that users are able to choose the most suitable method according to their needs, the application and various contexts. This finding is supported through evaluation in a series of user experiments which analyzed different aspects of feasibility and usability of the interactive application composition prototypes.

The contributions of this thesis form important steps towards implementing the vision of ubiquitous computing and ubiquitous applications. Particularly application composition studied in this thesis offers concrete solutions which tackle issues related to user acceptance and feasibility of user interfaces and algorithms for application composition.
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